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Preface:

The long awaited Microdrives have now appeared. They allow owners of
the ZX Spectrum to save and retrieve their programs and data using a
sophisticated mass storage device. But, not only have the Microdrives
arrived — there are also the Local Area Network and the RS232 Link.
Each Microdrive and ZX Interface 1 is supplied with a manual that intro-
duces the user to the new Spectrum system; but in such a ‘beginner’s
manual’ there are many questions left unanswered. In this book there are
chapters on the extended Spectrum system, the extended BASIC, the
Microdrive, the Local Area Network, the RS232 |ink and finally the infor-
mation required by the machine code programmer.

The aim of the book is really one of trying to answer the questions that will be
posed by owners of the new equipment; and the book does not try to list
programs that can be written to use the new features.

It has only been possible for me to envisage the writing of this book because
| have had the pleasure of assisting in the writing of the ‘'shadow’ ROM
software that is now to be found in the ZX Interface 1.

Many people have been involved in the Microdrive project, Jbut the ‘lion’s
share’ of the work has been done by Martin Brennan and Ben Cheese of
Sinclair Research Lid.; and it is to them that the praise should be given.

| would like to record my thanks to Martin, Ben and the other members of the
development team for the way they all made me so welcome; and answered
S0 very many questions.

There is no doubt that with the introduction of the Microdrive and the Local
Area Network that personal computing has taken a further leap forward —
bringing previously very expensive features to the ‘average’ person.

It will take some time to develop programs that use the new equipment to its
greatest advantage, but Sir Clive Sinclair can be justly proud of the success
of his ZX computers.



| would also like to thank
— Alfred Milgrom of Melbourne House (Publishers) for his continuing assist-

ance and advice.
— ‘George Tokarski (photographers)' for the photographs.
— Sinclair Research Ltd. for making available early models of the ZX

Interface 1 and Microdrives.
— St. Lawrences School, Skellingthorpe, Lincoln, for making available a

BBC microcomputer.
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Introduction

The purchase of a ZX Interface 1 and a Microdrive has probably given the
average Spectrum owner a first introduction to the ‘mass storage of data
and ‘computer-to-computer linking'. Both these subjects are initially difficult
to understand but as with many fields of ‘science’ the underlying principles
are fairly simple.

In this book each facility offered by the ZX Interface 1 and Microdrive will be
discussed in turn. Finally the reader is invited to try writing his/her own
machine code programs; as it is only with machine code that the system can
be made to function to its maximum potential.






Chapter 1

The Extended Spectrum System

The ZX Interface 1 is a ‘communications’ board. It allows the Spectrum to
be linked to Microdrives, other Spectrums via the local area network and

RS232 devices.

A Spectrum fitted with a ZX Interface 1 therefore has the facility to handle:

data coming from:

and data going to:

the keyboard
a cassette player
a Microdrive

another Spectrum (via the network)
an RS232 device

aTVv

a cassette player

a Microdrive

another Spectrum (via the network)
an RS232 device

a ZX printer

the on-board loudspeaker

The Spectrum system is a single microprocessor system and this has the
result of making the ‘servicing’ of an input or output device a ‘dedicated’
action. That is to say the Spectrum cannot do any other work at the same
time as serving an input or output device. The only exception being that the
TV signal is produced directly by the Uncommitted Logic Array (U.L.A.) of

the Spectrum.

Diagram 1 shows the extended Spectrum system.

The ZX Interface 1 can be discussed under three headings:

i The connectors

i The ‘paging’ operation

iii The electronics

Each of these wil[now be discussed in some detail.
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Diagram 1. The extended Spectrum system (not to scale).



i. The connectors:
There are five connectors to the printed circuit board of the ZX Interface 1.

a. The main edge connector.

This is a 54 track edge connector that joins the ZX Interface 1 to the
Spectrum itself. The main ‘lines’ carried across this connector are the:

16 address lines

8 data lines

the ROM chip select line

+9v., +5v. & Ov.

M1 (instruction fetch)

but the other control lines are no less important to the operation of the ZX
Interface 1.

b. The extension connector
The 54 tracks are to the extension connector for using the ZX Printer etc.

¢. The Microdrive connector

This is a 14 track connector. The lines are:
s Qv

e +9v.

* Two bidirectional data lines

e R/W (read/write)

o Erase

¢ Two control lines

» Write protect

¢ Five unused lines — all grounded.

Data passes between the ZX Interface 1 and a Microdrive in a serial
manner — sequential bits being carried on each data line in turn. Port
E7h is the input/output port for handling data.

The two control lines are used to select the required Microdrive and
start/stop its motor. Port EFh is used when handling these lines; as well
as the Erase and Write protect lines.

d. The RS232 connector
This is a 9 pin D-socket.
The lines are:

When sending data — Pin 3 Data out (RXdata)

— Pin 4 Data terminal ready (DTR)
Whenreceivingdata  — Pin 2 Data in (TXdata)

— Pin 5 Clear to send (CTS)

And, always — Pin 7 Ov.



The Spectrum is viewed as a DCE (= data communication equipment)
when sending data — a byte of data is sent on RXdata when DTR is
found to be high; and vice versa, the Spectrum is viewed as a DTE
(= data terminal equipment) when receiving data — a byte of data is
received on TXdata only when the Spectrum has raised CTS to show it
is ready.

The port F7h is used by the RS232 link with the data bits being passed
serially on data line '0’. The state of the DTR line is found by reading bit 3
of port EFh and the CTS line is raised by setting bit 4 of the same port.

e. The Local Area Network connector

There are a pair of sockets for connecting the user’'s Spectrum {o other
Spectrums. The sockets are identical and there is a pair as this allows a
series of Spectrums to be chained together without significantly altering
the impedance of the network.

The network uses only two lines:
e signal line
* nominal ground

The signal line is set by using data line ‘0’ of port F7h.

Note: The network is dominant to the RS232 link; and the RS232 is
selected over the network by having CTS raised (bit 4 of port EFh) during
both ‘sending’ and ‘receiving’.

ii. The ‘Paging’ operation:

The standard Spectrum has a 16K ROM (read only memory) that
occupies the memory area from address ‘0’ (0000h) to address 16383
(3FFFh). In this ROM are to be found the operating system of the
Spectrum, the BASIC interpreter, the floating-point calculator and the
character set. There is very little in this ROM that applies to the Micro-
drive, Local Area Network or RS232 link.

The ROM program of the standard Spectrum has therefore had to be
extended to cater for the new devices and this is managed by having a
'shadow’ ROM (8K in size) in the ZX Interface 1. This second ROM is
‘paged’ with the original ROM so that at any given moment the Spectrum
is using one ROM or the other; but never both together.

In the ‘shadqw’ ROM of the ZX Interface 1 are:
¢ An extension to the syntax checker to allow for ‘new’ statements.
« Command routines for the ‘new’ commands

» Input and output routines for the Microdrive, Local Area Network and
RS232 link.



The key to understanding how the ‘shadow’ system actually works, is to
appreciate there are operations, which previously led to ‘error reports’,
that are now treated as correct; and the appropriate actions taken.

E.g. The statement — CAT 1 — previously gave an error report; but with
a ZX Interface 1 and a Microdrive holding a cartridge joined to the
Spectrum the statement is executed appropriately.

The ‘shadow’ ROM of the ZX Interface 1 is selected by performing an
instruction-fetch on either location 0008h or location 1708h; and the main
ROM is re-selected by an instruction fetch on location 0700h.

There are two routines in the ‘shadow’ ROM that are worth considering in
further detail at this stage.

a. TheINSER__ routine
There are '58’ extra system variables created when the ‘shadow’ ROM is

paged for the first time after power is connected to the Spectrum or a
NEW command is executed. |

This insertion of ‘shadow’ system variables is handled by the INSER__
routine; as is the initialisation of many of them.

E.g. NTSTAT to ‘1’ — default station ‘1"
IOBORD to ‘0’ — default |/O colour 'black’

BAUD to ‘12’ — default baud rate = ‘9600’

b. The CALBAS routine

The CALBAS — call base — routine allows for subroutines in the ‘base’
(main) ROM of the Spectrum to be called from the ‘shadow’ ROM. This
routine is especially useful as all registers are preserved whilst the
'shadow’ ROM is unpaged and paged once again.

The CALBAS routine itself calls the ‘ROM paging subroutine’ (locations
23737-23746) in the ‘shadow’ system variables to actually eftect the call
to the subroutine in the ‘base’ ROM.

The ‘ROM paging subroutine’ is:

Org 23737
H_L Equ 23738

SBRT LD HL,...... -the correct value for HL.
CALL ..... the actual subroutine
LD (H_L),HL :save new value of HL.

RET ;ready to ‘page’ again.



The locations of H_L are used to ‘bring-in’ and ‘take-out’ the value of the
HL register pair that would otherwise be corrupted when ‘unpaging’ and
‘paging’.

Hook codes:

The routines of the ‘shadow’ ROM can be used by the machine code
programmer through a series of ‘hook codes’. These codes are used
after a RST 0O008H instruction and will be discussed more fully in the
machine code chapter of this book.

lii. The electronics:

The following discussion is not intended to describe the electronic
circuitry of the ZX Interface 1; but more to describe the functions
involved. There are five main functions:

a. The ‘paging’ mechanism

The ‘shadow’ ROM has to be selected and de-selected as required. This
entails the decoding of the appropriate addresses and the M1 signal. The
result is that the signal on the ROM select line (ROMCS) is brought high
on ‘paging’ and low on ‘unpaging'.

b. Handling the port addresses

The devices attached to the ZX Interface 1 are selected by using
address lines A3 & A4 during input/output instructions. The necessary
electronics are therefore required to interpret the signals involved.

c. Handle the data to/from the Microdrive

The bytes of data that are being passed from the Spectrum to a Micro-
drive have to pass through a ‘parallel-to-serial convertor’. Indeed the bits
of a byte also have to be split between the two data lines. The opposite
actions are required when receiving data from a Microdrive.

d. Handle the data to/from the Local Area Network

The sending of the data over the network is very straightforward but the
receiving of data requires that ‘hardware’ be used to identify the ‘falling
signal’ on the serial data line. This is discussed in further detail in the
chapter dealing with the network.

e. Handle the data to/from the RS232 link.

Here it is only necessary to ensure that the correct voitages can be
handled.

Most of the electronic circuitry that performs the above operations are
contained in a single Uncommitted Logic Array (ULA).



Chapter 2

The Extended BASIC

The fitting of the ZX Interface 1 to the Spectrum has the effect of
extending the BASIC syntax checker and interpreter. To the user it
therefore appears that the ZX Interface 1 offers a means by which
BASIC statements that were previously not allowed, can now be used.

The extension of the BASIC only applies to statements with the following
commands:

FORMAT

OPEN #

CAT

ERASE

MOVE

SAVE, LOAD, VERIFY & MERGE
CLS & CLEAR

The syntax of the BASIC statements with these commands, together
with their actions, will now be described in some detail.

FORMAT:

The syntax for a FORMAT statement is:
FORMAT
a device expression (M,m,N,n, T t,B or b)
aseparator (, or;)
a numeric expression
and if required

a separator (, or;)
& a naming expression

There are three devices handled by the ZX Interface 1 — the Micro-
drive, the network & the RS232 link — and for each device a FORMAT
statement has a specific function.



FORMAT & the Microdrive:

A FORMAT statement containing a ‘device expression’ thatisa “M” or a
“m” allows the user to FORMAT a Microdrive cartridge. This formatting
action has the effect of giving the user a totally clean cartridge (i.e. all
previous information in the cartridge is lost) that is known by the ‘naming
expression.

Examples of sensible FORMAT statements are:

FORMAT “M":1:"First”

— the cartridge in Microdrive ‘1’ will be cleaned and given
the name “First”.

FORMAT AS%;B,C$

— where A$ is currently “M” or “m’"; B is a number in the
range 1-8; and C$ is a string with currently 1-10 characters.

The appropriate error message is given if an expression is ‘out of range’,
or there is no ‘unprotected’ cartridge in the specified Microdrive when
the statement is executed.

FORMAT & the network:

A FORMAT statement containing a ‘device expression’ thatisa “N" or a
“n” allows the user to give the Spectrum a ‘Station number’. When the
power is first connected to a Spectrum the ‘Station number’ will always
be ‘1', and the FORMAT statement allows the user to change this
number as required.

Examples of sensible FORMAT statements are:

FORMAT “N”:2

— the ‘Station number’ is to be ‘2"

FORMAT A$:B

— where A$ is currently “N” or “n”; and B is a number in the
range 1-64.

The appropriate error message is given if an expression is ‘out of range’;
but no error is reported if the user includes in the statement an extra
separator and a naming expression — these are simply ignored.

FORMAT & the RS232 link

A FORMAT statement containing a ‘device expression’ thatisa T”, “t”,
“B” or "b” allows the user to specify the baud rate for both input and
output operations. By default the baud rate will be '‘9600' and the
FORMAT statement allows the user to change the rate between ‘50’ and
‘19200'. The values allowed are:;

50, 110, 300, 600, 1200, 2400, 4800, 9600 & 19200.



Examples of sensible FORMAT statements are:

FORMAT “T";1200

— the baud rate will become ‘1200’

FORMAT A$,B

— where A$ is currently “T", “t”, “B" or “b”; and B has a
current value.

The appropriate error message will be given if there is an invalid ‘device
expression’ or the baud rate is set to greater than ‘65535

Although the actual settings of the Spectrum’s baud rate are ‘discrete’ (9
settings only) no error message is given if ‘other’ values are used;
instead the baud rate ‘below’ the value is used (with a lower limit of *50°).

e.g. FORMAT t",25000 sets the baud rate to “19200’,
& FORMAT “t", .5 sets the baud rate to '50".

Note that there is no distinction between the actions performed with a
statement containing the ‘device expression’ “B" or one containing “T".

OPEN #:

The syntax for a OPEN # statement is:

OPEN #

a stream number (normally 4-15)

a separator (, or ;)

a device expression (M,m,N,n,T,t,B,b)

and if required

a separator (, or ;)
a numeric expression

and if required

a separator (, or ;)
a naming expression

In the Spectrum an OPEN # statement has the function of associating
a specified device with a specified stream; and allows the user to handle
the specified device with statements containing the commands:

PRINT #n, INPUT #n, & INKEY$#n
where n is the number of the stream associated with the
device.



Inits default state the Spectrum associates the ‘keyboard’ with streams
‘0" and "1’, the TV screen with stream ‘2’ and the ZX printer with stream
3'. Although it is indeed possible to change the ‘associations’ of these
streams there would appear to be little purpose in so doing.

The actual operation of OPENing a stream involves two independent
steps. First the necessary ‘channel data’ for the appropriate device is
placed inthe ‘channel information area’. Secondly, the ‘offset address' —
difference between the base address of the channel data and the system
variable CHANS — is placed in the ‘streams data area’.

The OPENing of streams associated with the Microdrive, network and
RS5232 link will now be discussed in turn.

OPEN # & the Microdrive:

An OPEN # statement containing a ‘device expression’ thatisa “M" ora
“m” allows the user to associate a specific stream with a specific named
file on a specific Microdrive.

Examples of sensible OPEN # statements are:

OPEN #4;‘M” 1;“FIRST FILE”

— the file named FIRST FILE on Microdrive ‘1’ is to be
associated with stream ‘4".

OPEN #A;B$,C,DS$(2)

— where A has a value in the range 0-15; BS is the ex-
pression “M”, or “m”; C has a value in the range 1-8: and
D$(2) is a string expression with 1-10 characters.

Upon execution of an OPEN # statement of this type the file specified will
be available for ‘writing to' if it is a ‘new’ file and for ‘reading from’ if the file
already exists. Hence it is not possible in the Spectrum’s Microdrive
system to add to an existing file from BASIC.

An error message will be given if the stream is already open (does not
apply to streams 0-3), an expression is ‘out of range’ or there is in-
sufficient memaory to allow for the channel information area to be en-
larged by 595 bytes.

Note that the use of an OPEN # statement to associate a stream with a
particular file does not in itself create that file. It is only by writing mare
than 512 characters to the file, or CLOSEing a stream that has been
used, that creates a file.



OPEN # & the network:

An OPEN # statement containing a ‘device expression’ thatis a “N” or a
“n" allows the user to associate a specific stream with the ‘sending’ or
‘receiving’ of data over the network to/from a Spectrum with a specific
station number.

Examples of sensible OPEN statements are:

OPEN #4; "N",44

— associate stream ‘4’ with a Spectrum using the station
number ‘44’

OPEN #A . B$,C

— where A has a value in the range 0-15; BS is the string

[T 1

expression “N” or “n”; and C has a value in the range 0-64.

Once again error messages will be given upon execution of an OPEN #
statement of this type if the stream is already open (does not apply to
streams 0-3), an expression is ‘out of range’ or there is insufficient
memory to allow for the channel information area to be enlarged by 276
bytes. The association of a given stream with the network does not in
itself determine whether the stream is to be used for the sending or the
receiving of data; but once a ‘network buffer’ contains data the opposite
action is not permissible. l.e. ‘received’ data can only be ‘read’ & ‘data for
sending’ can only be ‘sent’.

OPEN # & the RS232 link:

An OPEN # statement containing a ‘device expression’ thatisa “T”, “t”,
“B” or “b” allows the user to associate a specific stream with the RS232
link for either input or output. The baud rate is unaffected by an OPEN #
statement of this type. Examples of sensible OPEN # statements are:

OPEN #4,“T"

— stream ‘4’ is associated with RS232 channel data; input
& output will be handled as ‘text’.

OPEN #A,B%

— where A has a value 0-15 and B3 is the expression “B” or
“b”. Data will be handled in ‘binary’ mode.

An_error message will be given if an expression is ‘out of range’. It is
unlikely that the report ‘Out of memory’ will ever be given by using an

bOPEN # statement of this type as the RS232 channel data only uses 11
ytes.



CAT:

The syntax for a CAT statement is:
CAT
optionally required

a hash sign
a stream number
a separator (, or ;)

but always
a Microdrive number

A CAT statement simply lists the names of the first 50 unprotected files
found in the cantridge in the specified Microdrive. The amount of ‘free’
room in the cartridge is also given. (Names that start with CHR$ 0 are
‘protected’ and ignored by a CAT statement.)

If no stream number is given in the CAT statement then the list will by
default be printed to stream ‘2’; normally the TV screen.

Examples of sensible CAT statements are:

CAT 1

— the list of unprotected files from the cartridge in Micro-
drive ‘1’ is printed to the device associated with stream ‘2’.
— CAT #AB

— where A has a value in the range 0-15 and B a value in
the range 1-8.

An error message will be given if an expression is ‘out of range’, the
stream to be used is closed or there is no cartridge in the specified
Microdrive.

Note that a statement containing only the word CAT does pass syntax
but will give a run-time error. This occurs as the statement is accepted as
correct syntax by the ‘original’ Spectrum ROM program and thereby
cannot be ‘trapped’ by the ZX Interface 1 until run-time. The use of CAT
and ENTER is therefore an easy way to ensure that ‘insertion’ of the
‘'shadow’ system variables has been effected.

ERASE:

The syntax for an ERASE statement is:

ERASE

a device expression (M or m)
a Microdrive number

a naming expression



An ERASE statement ‘erases’ the data blocks in a specified Microdrive
that currently hold the data belonging to a named file. The datablocks are
then ‘free’ and are ready for further use by another file.

Examples of sensible ERASE statements are:

ERASE “M”;1;“FIRST_FILE”

— the file called FIRST_FILE will be erased from the
cartridge in Microdrive‘1’.

ERASE A$;B,C$

— where A$ is the string expression “M” or “m”; B has a
value in the range 1-8; and C$ currently holds the name of a
file.

An error report will be given if an expression is ‘out of range’, or there is no
cartridge in the specified Microdrive. There is no error if no data blocks
for the specified file are to be found.

MOVE:

The syntax for a MOVE statement is:

MOVE

a hash sign

a stream number
the keyword TO
a hash sign

a stream number

As an alternative to a source or destination being described using a
stream it is possible to use a set of channel specifiers, viz.

a device expression
and if required

a separator
a numeric expression

and if required

a separator
a naming expression

A MOVE statement allows the user to receive data from the ‘source’
stream/channel and send the data to a ‘destination’ stream/channel.

The time taken by a MOVE statement has had a ‘stream’ as asource ora
destination, or both, will be no longer than a statement using two sets of
channel specifiers.



Examples of sensible MOVE statements are:

MOVE #4 TO #5

— -where bytes of data ‘received’ by stream ‘4’ are ‘sent’ to
stream ‘5.

MOVE “N”;20 TO “M";1;“NET_DATA"

— where bytes of data ‘received’ over the network from
Station 20 are ‘sent’ to the file NET_DATA.

An error message will be given if an expression is ‘out of range’; a stream
is closed, there is no cartridge in the specified Microdrive; the ‘source’
file cannot be found; or the ‘destination’ file already exists.

The MOVE command is intended to be used to handle data files that
have a finite size, i.e. finishing with an ‘end of file’ declaration. The
handling of infinite files can lead to problems; as can the handiing of
BASIC programs or arrays.

SAVE, LOAD, VERIFY & MERGE:

These four commands are used to handle BASIC programs or arrays.

The syntax for a SAVE, LOAD, VERIFY or MERGE statement is:

SAVE/LOAD/VERIFY/MERGE
a star
a device expression (M, m, N, n, T, t, B, b)

and if required

a separator
a numeric expression

and if required

a separator
a naming expression

and if required ane of the following extensions
..... (by default a BASIC program)

or
LINE
a numeric expression (SAVEing an ‘auto-run’ program)
or
DATA
an array variable (handling BASIC arrays)
or

CODE (handling a block of data)



and if required
a numeric expression (the start address)
and if required

a separator (, )
a numeric expression (the length of the block)

or

SCREEN$ (handling the display file)
(and attributes file)

The ‘star’ after the keyword acts as a 'breaker’ for the syntax checker of
the ‘main’ ROM and prevents the cassette handling routine being
entered in error.

SAVE, LOAD, VERIFY & MERGE statements are used in the same
manner in an extended Spectrum as in an unexpanded Spectrum, with
the exception that programs and arrays passed by Microdrive, network
and RS232 channels do not have names.

Examples of sensible SAVE statements are:

SAVE *“m”1,“FIRST_PROG"

— the current BASIC program in the Spectrum is SAVEd
as file FIRST_PROG on the cartridge in Microdrive “1".
SAVE ““n";2

— the current BASIC program is passed over the network to
be received by Station 2’.

SAVE *“b” SCREENS

— the current display file (& attributes file) is sent out on the
RS232 link. (SAVEing with the device expression “t” is
illogical and leads to a run-time error.)

Examples of sensible LOAD statements are:

LOAD *“m”;:4,“FOUR PROG”

— the file FOUR_PROG will be LOADed — as long as it
exists and is indeed a BASIC program.

LOAD *“n";33

— a program from Station ‘33" is LOADed.

LOAD *“b”

— aBASIC program is LOADed from the RS232 link.

Note that it is just possible for ‘data’, being received via the network or
RS232 link to be ‘recognised’ initially as a BASIC program. In such a
case the Spectrum is liable to ‘crash’; rather than give the report ‘Wrong

file type’.



Examples of sensible VERIFY statements are:

VERIFY **M" 4;"FOUR_PROG"

— compare the file FOUR_PROG against the current
program in the Spectrum

VERIFY *“N”:33

— compare the ‘'second’ copy of a BASIC program against
the "first’; allows nicely for ‘echoing’ over the network.
VERIFY *“B” CODE 32000,256

— check the bytes presently in the memory against the
data being received via the RS232 link.

Examples of sensible MERGE statements are:

MERGE *‘m”;1;"PART_TWQ"”

— the BASIC program PART_TWO is MERGEd with the
current program.

MERGE *n";33

— the program being received from Station ‘33 is
MERGEd with the current program.

MERGE *b”

— the program being received via the RS232 link is
MERGEd with the current program.

Remember that only BASIC programs and their variables can be
MERGE(J; otherwise the report — ‘MERGE error’ — will be given. Also
note that ‘auto-run’ BASIC programs will not MERGE unless being
loaded from a cassette.

CLS & CLEAR:

As a ‘bonus’ to the user of the ZX Interface 1 the BASIC has been
extended to include the two statements:

CLS #
CLEAR #

CLS #:

The statement CLS # performs the actions associated with the ‘original’
CLS — in that the display file and the attributes area are ‘cleared’ — but
in addition ‘resets’:

INK to BLACK
PAPER to WHITE
BORDER to WHITE
INVERSE to ‘no'
BRIGHT to ‘no’
OVER to ‘no’
FLASH to ‘no’



The statement CLS # thereby ‘clears the screen fully’.

CLEAR #:

The statement CLEAR # ‘clears the stream data area’. All streams are
CLOSEd — streams '0’-'3’ are given their ‘normal’ values and streams
‘4’-15" have their stream data bytes made zero. If there is any ‘unsent’
data found in a channel area buffer then it is discarded (in contrast to
CLOSE #) as the channel area is reduced to its minimum configuration.

The user may also define new BASIC statements — along the lines of
CLS # & CLEAR # — in an extended Spectrum. Details of how this can
be done will be found in the machine code part of this book.

A note on stream selection:

In the Spectrum an output stream will stay ‘selected’ from one BASIC
statement to another. This action is of no detriment in the standard
Spectrum but in the extended Spectrum it can account for the non-
execution of certain statements.

E.g. Try: CLS #:PAPER2:CLS
— and the main screen does go red.
but: CLS #:SAVE *'n”;0: PAPER2: CLS
— and it does not.

The remedy is to select the main screen before using PAPER, CLS, INK
efc.

E.g. CLS #: SAVE *'n":0: PRINT ;: PAPER 2: CLS
— and this re-selects the main screen. The statement
PRINT ; is a 'dummy’statement.






Chapter 3

The Microdrive

AUTHOR’S NOTE:

Sinclair Research Ltd. has requested that details that might compromise
the ‘security’ of the Microdrive are not to be published; hence in this
chapter there are certain points which are not discussed as fully as they
might have been. There remains, however, much that the reader should
find of great interest.

Introduction:
The Microdrive system is essentially a mini-cassette system; and can
be considered in four separate parts.

The Microdrive Units

The actual Microdrives are best described as specially manufactured
mini-cassette players. Up to eight such units can be linked together at
any one time and controlled from a Spectrum fitted with a ZX Interface
1. Each Microdrive unit has a slot to receive a cartridge, a drive motor,
two sets of REAQD/WRITE/ERASE heads and the necessary
electronics to allow the unit to function.

The Microdrive Cartridges

A cartridge contains a single piece of recording tape of length 200 inches
(= 5m.) and width 1/16th. of aninch (= 1.5mm.). There is a single ‘splice’
and the tape thereby appears continuous. The tape is driven by a ‘pinch
wheel’ mechanism and feeds from the ‘centre’, goes past the recording
heads before being taken up on the ‘outside’ of its single spool.

The Microdrive connectors

The first drive unit is connected to the ZX Interface 1 by a 16 track ribbon
cable. Two or more drive units are joined to each other by 16 track
connectors.

The ZX Interface 1

This unit contains:



a. The software necessary to extend the BASIC so as to allow the
Microdrive system to be controlled.

b. The hardware necessary to handle the control signals and to
serialize/deserialize the data that passes between a Spectrum and a
Microdrive unit.

Using the Microdrive system:

A Microdrive cartridge is capable of hoiding, on average, 90K of data.
This data can be made up of ‘program files’ or ‘data files’. A single
cartridge may hold from one to about one hundred and eighty files at any
one time and it is perfectly permissible to have both program and data
files on a tape at the same time. Each file must have a unique name of
between one and ten characters. All charactes are allowed including
tokens. To the user it appears that a cartridge holds ‘named files' of
varying sizes, but in reality a tape is ‘sectored’ with each sector holding a
block of data of up to 512 bytes.

Note: A cartridge holds a tape of length 200 inches. There are almost
200 sectors on each tape. Therefore a sector is about 1 inch of tape, i.e.
there is a data-density of about 500 bytes/inch. (See later in the chapter
for more details.).

A ‘named file’ will use just a single sector if the length of the file is less
than 512 bytes; and more than one sector if longer. Note that a sector can
only be associated with one ‘named file’ at a time whether the sector is
fully used or not. The sectors that hold parts of a ‘named file’ form the
‘records’ for that file. These records are numbered 0,1,...,n.

The facilities offered to the user by the Microdrive system will now be
discussed in turn.

FORMATting a cartridge:

A new cartridge must be prepared for use by executing the statement:

FORMAT “m”;1;“...name...”
— with the cartridge in drive ‘1’.

This statement has three effects:

1. The tape is fully erased.

2. The tape is 'sectored’ (and verified).

3. The cartridge’s name is written to each sector that is
created.



CATaloguing a cartridge:
At any time the user may ask for a catalogue of the files in a particular
cartridge by using the statement:

CAT1

— with the cartridge in drive ‘1°. The catalogue appears on
the TV screen

Also:

CAT #4:1
— catalogue to be PRINTed to stream ‘4.

The catalogue is given as:

The cartridge’s name.

A list of the first fifty names of the files found on the cartridge.
(Arranged in character-code order.)

The remaining free space on the cartridge — given in K.

Note that filenames are given without any indication as to the nature of
the file. Also, filenames which begin with ‘CHR$ 0’ are not displayed.

ERASEIng afile:
Any file may be erased by using the statement:

ERASE “m”;1'“...name...”
— with the cartridge in drive ‘1",

This operation will be very slow (about 40 seconds) if there is no ‘end of
file’ record to be found.

Handling BASIC programs, named arrays or
blocks of data:

SAVEIing ‘program files’:

‘Program files’ are created by the use of the SAVE command.

E.g.
SAVE ““m”,1,"PROG_ONE"
— A ‘program file’ named ‘PROG_ONFE’ is created on the
cariridge in drive ‘1.
SAVE "“m”;2;"SC ONE” SCREENS
— A ‘program file' named ‘SC_ONE’ is created on the cart-
ridge in drive 2.



SAVE *‘m™;3;"ARRAY_1" DATA A()
— A ‘program file’ named ‘ARRAY_1' is created on the
cartridge in drive ‘3.

From these examples it can be seen that ‘program files’ do not
necessarily only hold BASIC programs and their variables; but may hold
named arrays or blocks of code (viz. the cassette system of the
Spectrum).

If a BASIC program is to be executed directly on LOADing then it has to
be SAVEd with a line number.

E.g.
SAVE *“'m”;1;"PROG TWOQO" LINE 10

— When subsequently LOADed the program will be exe-
cuted directly from line 10.

Note that in all cases when SAVE is used the ‘new’ file must be given a
name that does not already exist on the cartridge.

VERIFYing ‘program files’:
As with the cassette system of the Spectrum the user may VERIFY a
Erogram once it has been SAVEd.
.g.
VERIFY *“m”;1;“PROG_ONE”

— the present program and its variables are compared to
the contents of the file ' PROG.ONE’.

LOADing and MERGEing ‘program files’:

‘Program files’ can be fetched by using the LOAD and MERGE com-
mands. E.g.

LOAD *“m”;1;"PROG ONE"

— The file ‘PROG ONE' is taken from the cartridge in drive
‘1’ and becomes the current program.

LOAD **m”;2;“"SC_ ONE” SCREENS$

— The file ‘SC_ONE’, which must be a ‘block of code’ is
LOADed into the appropriate memory locations.

MERGE ““‘m";3;“PROG_THREE”

— The file ‘PROG_THREE’ is MERGEd with the current
program.



Note that a BASIC program SAVEd with a LINE number will be executed
directly after LOADing; and such a program cannot be MERGEd. Also
note that pressing the BREAK key whilst LOADing causes a total system
restart.

Handling ‘data files’:
In contrast to the cassette system of the Spectrum which only allows for
the use of ‘program files’, the Microdrive system can handle ‘data files’.

‘Data files’ are always serial access files; although the user can produce
the illusion of random access filing, if wished, by reading a file
completely, amending it as required and storing the file again.

Producing a ‘data file’:
The production of a ‘data file’ involves the use of OPEN, PRINT and
CLOSE statements.

The OPEN statement has to be used first and has the form:

10 OPEN #4:"m”:1:...name...”

— the data-items will be ‘sent’ along stream ‘4’ to the Micro-
drive file.

The actual command routine of the OPEN command creates a Micro-
drive channel’ in the channel information area. This channel is then
associated with stream ‘4’. The most important part of the channel is the
data buffer which occupies 512 locations and can therefore hold 512
bytes of data before becoming full.

The data buffer is filled by using PRINT statements. E.g.

20 FORA=1TO 300
30 PRINT #4;A
40 NEXTA

Then, once the data-items have been declared the stream should be
CLOSEd. E.g.

50 CLOSE #4

The actual file on the Microdrive cartidge is created when the data buffer
in the channel information area is emptied for the first time. This may
occur either when the data buffer is filled for the first time or, with a
partially filled data buffer; when the CLOSE statement is executed. As
occurs when using ‘program files’ a file will only be created if a ‘new’
filename is being used.



The bytes of data ‘sent’ from the data buffer to the Microdrive file will be
placed in a fresh sector of the cartridge, thereby forming a new record for
that file. The ‘record descriptor’, i.e. the header of the record, holds the
filename and the ‘number of the buffer’ being sent. The data ‘sent’ when
the CLOSE statement is executed forms the final record of a file and is
marked ‘end-of-file’. The CLOSE statement also leads to the Microdrive
channel bytes being reclaimed.

Reading a ‘data file’:
The reading of a ‘data file’ involves the use of OPEN, INPUT and/or
INKEYS$, and CLOSE statements.

As with producing a ‘data file’ the OPEN statement has to be used first.
E.g

10 OPEN #4;"m”;1;"...name..."”

This type of statement once again creates a 'Microdrive channel’ assoc-
iated with a specified stream.

The subsequent use of an INPUT or an INKEY$ staterent for the first
time leads to the first record of the named file being copied into the data
buffer. Further records are collected as required until the record marked
‘end-of-file’ is found.

A statement such as:
20 INPUT #4:A

takes bytes in order from the data buffer until a carriage-return character
is found. The bytes are then assigned to the variable. Note the similarity
to the manner in which the user responds to an ordinary INPUT state-
ment by pressing keys on the keyboard, finishing with ENTER.

Strings of characters can be assigned to string variables as with:
30 INPUT #4A%

As with a numeric variable all characters before the carriage-return
character are assigned to the variable.

The use of the INKEY$ function is just a little different in that a single
character is returned to the user on every occasion INKEY$ is used.

E.g. 40 PRINT INKEY$#4:

— will lead to the printing of a single character read
from the file.



The use of a CLOSE statement leads to the channel bytes being
reclaimed thereby losing any data that might have been ‘unread’.

Note that the report ‘End of file’ will be given if the user should attempt to
‘read’ non existent bytes from a file.

The following annotated program illustrates the points made above
about producing and reading a ‘data file".

Producing a file:
10 OPEN #12:*m”;1;"Alphabet” — create a Microdrive channel.
20 FOR A=65TO 90
30 PRINT #12:A — enter 26 numbers into the data buffer.
40 NEXTA
50 CLOSE #12 — 'send’ the data-items and reclaim the Microdrive
channel bytes.

Reading a file:
60 OPEN #14;“M”;1;"Alphabet” — create a Microdrive channel.
70 FOR B=1 TO 1000 — Read the file until its end.
80 INPUT #14,C
90 PRINT CHR$ C; — print each ASCII character.
100 NEXTB

And; after the report ‘end of file’
CLEAR# or CLOSE #14

to close down the open stream.

In the above program the ‘data file’ — Alphabet — contains a set of
printed-numbers;

i.e. The number ‘ten’ occupies three bytes, a‘1’,a‘0’and a
‘carriage return’.

But, a ‘data file' to hold the alphabet might equally well have twenty six
single character string items, or a single string of all the characters.

MOVEing ‘data files’:

In the Microdrive system it is not possible to MOVE ‘program files’; i.e.
files created by using SAVE.

However, any ‘data file' can be MOVEd and this can be most useful as it
provides a method by which ‘data files’ can be copied with ease.



E.g. Tomake a copy of the file — Alphabet, with the new file
to be named — Letters:
MOVE “m";1;"Alphabet” TO “m”;1;"Letters”

Also, the MOVE command can be used to pass the bytes of a ‘data file’
between Microdrive and anocther device. There are many possible
examples that can be discussed but perhaps the most useful are the
following simple statements:

MOVE “m”;1;"Alphabet” TO #2
& MOVE “m”;1;"Alphabet” TO #3

which allows the user to obtain a print-out, on the screen or the ZX
printer, of the items held in a ‘data file'.

The technical details
of the Spectrum Microdrive system:

The Microdrive system will now be discussed under three headings:

— the tape format
— the Microdrive channel
— the BASIC command routines

There will not, however, be any discussion on the electronics of the
system; and machine code details will be left until later in the book.

The tape format:

All data is stored on a Microdrive tape using two tracks — with data bits
being stored alternatively on each track. This 2-track system means that
a data bit can ‘occupy’ a longer length of tape than if a single track were
used — for a given speed. Of course a Microdrive unit now has to
have a double set of recording heads and data has to be handled in two
streams; but the gain in operating speed is impressive.

Diagram 1 shows how data bits can be visualised as existing on a
Microdrive tape.

It will be sensible from now on to ignore the fact that 2 tracks are actually
used and consider that bytes of data are stored discretely on a tape in a
serial manner. This is shown in diagram 2.
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A block of data bytes starts with a ‘preamble’ of twelve bytes. This
‘preamble’ has ten bytes of ‘0’ and two bytes of ‘255’ and enables the
hardware of the system to identify the start of a block of data bytes with
great accuracy.

The operation of FORMATting a cartridge divides the tape into sectors
each of which has the following parts:

— A header block

with:  a) Twelve bytes of preamble

b)A sector header — fifteen bytes as follows:
A flag byte
A sector number byte
Two unused bytes
Ten bytes for the current cartridge name
A checksum byte

— A first gap

— A data block
with:  a) Twelve byles of preamble
b) A record descriptor — fifteen bytes as follows:

A flag byte
A record number byte
Two bytes for the ‘record length’.
Ten bytes for the current filename
A checksum byte
c¢) A record

« ‘512 byte data area

¢ A checksum byte

— A second gap

An approximate guide to the relative sizes of the parts is given by the
following timings:

— header block — 1.25ms

— firstgap—3.75ms

— datablock —25 ms

— second gap—7ms

Diagram 3 shows the sectoring of a Microdrive tape. The diagram
illustrates, also, how roughly two-thirds of the tape can be used to hoid
data in the normal operating manner.

Diagram 4 shows how the sectors of a Microdrive tape might be used by
a set of files.
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The Microdrive channel:

All communication of data between a Spectrum and a Microdrive unit is
handled through a Microdrive channel. The most important part of the
channel being the five hundred and twelve byte data buffer.

The user can request the creation of a channel by using an OPEN
statement, in which case a specific stream is associated with the
channel. However, on many occasions a Microdrive channel is created
in an ‘ad hoc' manner; for example when SAVEing a program a channel
is created and used to transfer the necessary bytes of data from the
Spectrum to the Microdrive cartridqe.

A Microdrive channel has the following format:
bytes contents

0-1 Address 0008h.

2-3 Address 0008h.

4 “M” ("M” + 80h if ‘ad hoc’)

5-6 Address MWRCH (output subroutine address)
7-8 Address MRDCH (input subroutine address)

9-10 Number ‘595’ (length of Microdrive channel)
11-12 CHBYTE (counter for data area)

13 CHREC (buffer number — starts at zero)
14-23 CHNAME (characters of filename)

24 CHFLAG (read/write flag)

25 CHDRIV (number of Microdrive unit)
26-27 CHMAP (address of current map)

;the following ‘27’ locations form the Header block work space
28-39 Header block preamble

40 HDFLAG (flag byte)

41 HDNUMB (sector number)

42-43 Unused

44-53 HDNAME (cartridge name)

54 HDCHK (checksum for previous fourteen bytes)

;the following ‘540’ locations form the Data block work space.
55-66 Data block preamble

67 RECFLG (flag byte)

68 ‘RECNUM (buffer number)

69-70 RECLEN (current buffer length)

71-80 RECNAM (characters of filename)

81 DESCHK (checksum for previous fourteen bytes)
82-593  The data area of 512 Iocations.

594 DCHK (checksum of data area).

The manner in which the above listed locations of the Microdrive
channel are used will now be discussed by considering the command
routines of the various BASIC commands that use the Microdrive
system. The reader will also find it useful to refer to diagram 5 — the
‘writing’ and ‘reading’ of records.
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The BASIC command routines:

In this section the actual coding is not going to be discussed but only an
outline of the actions that are followed by the routines. In this way it is
hoped that the user obtains a clear understanding of the functioning of
the Microdrive system.

— FORMAT
The operation of FORMATting a cartridge must obviously be the first
operation to be discussed, although it is rather complicated.

The steps involved are:

.. An ‘ad hoc’ channel is created for communication between the
Spectrum and Microdrive unit.

The drive number goes into the location CHDRIV and the cartridge name
into the locations of CHNAME.

ii. A ‘Microdrive map’ is prepared in the ‘map area’, i.e. between the
system variables area and the channel information area.

— A Microdrive map occupies ‘32’ locations and is used to
hold "256" flags that show which sectors of a cartridge are
free for use.

All the bits of the map are initialised to ‘1’ — ‘in use’.

li. The motor of the Microdrive unit, as indicated by the value in the
CHDRIV, is started.

iv. The bytes of the Header work space are initialised.

v. The "540’ bytes of the Data block are initialised. (The data area holding
test data.)

vi. Now the actual ‘sectors’ can be created on the tape. The Header block
bytes are copied from the Header work space (27 bytes) and the Data
block bytes are copied from the Data block work space (540 bytes). In
total ‘255’ sectors are created with normally the last ‘60’ or so sectors
overwriting the first ones.

The sectors are numbered from ‘255’ downwards.

vii. The ‘test data’ is now checked by reading back all the records. If the
checksum for a record proves correct then the appropriate bit in the
Microdrive map is reset — free for use.

vili. A second ‘writing’ operation is now performed with zeroes being held
by RECFLAG & RECLEN. The ‘writing’ is performed to all sectors
currently marked ‘free for use’ and in this manner all sectors that are in
working order are made available for files.



ix. The Microdrive unit's motor is turned off.

X. The Microdrive channel is reclaimed.

— CAT
The steps involved in producing a catalogue of the files on a cartridge
area are as follows:

I. The required stream is made the ‘current stream’. (By default stream ‘2’
IS used.)

ii. An ‘ad hoc’ Microdrive channel is created.

iii. A ‘Microdrive map’ is prepared. As with FORMAT the ‘256’ bits are all
set— in use.

iv. The motor of the Microdrive unit, as indicated by the value in
CHDRIV, is started.

v. Now all the ‘sectors’ of the cartridge are examined in turn.

IF the sector is 'free for use’ THEN the appropriate bit in the Microdrive
map is reset; ELSE the filename of the sector is considered for entry into
a list of flenames that is built up in the data area. Only new filenames are
entered; and filenames starting with CHRS$ 0 are ignored. All entries are
re-ordered as a new name is added. Only 50 filenames are collected.
The cartridge’s name will be found every time a sector Header block is
identified and loaded into the Header work space of the channel.

vi. The results of making the catalogue are now printed:
— the cartridge name, from HDNAME.
— the various filenames, from the data area.
— the amount of ‘free room’, found by examining the map,

counting the number of reset bits and dividing the answer by
two.

viii. The Microdrive channel and map are reclaimed.

— ERASE
The steps involved in ERASEing a named file from a Microdrive
cartridge are as follows:

i. An ‘ad hoc’ Microdrive channel and a map are created.

ii. The motor of the Microdrive unit, as indicated by the value in CHDRIV,
is started.

iii. The first ‘32’ locations of the data area are set to zero. These bytes will
be treated as a map that will ‘list’ the sectors to be ‘reclaimed'.



iv. A counter is initialised to ‘1280’; this will be used to count the sectors.
— i.e. at least five passes around the tape if necessary.

v. Now the record descriptors from all the sectors of the tape are fetched
inturn.

IF a sector holds a record of the file THEN the appropriate bit inthe ‘list’ is
set.
ELSE the sector is ignored.

If the sector holding the ‘end of file’ record is found then the record
number is copied into the location CHREC.

Sectors will be examined until either the sector-counter reaches zero or
the number of records found for the file equals the number in CHREC.

vi. A further pass of the tape now occurs. On this passage ‘free for use’
record descriptors are written to the sectors that have been marked for
erasure in the ‘list’.

vii. The Microdrive unit's motor is turned off.

viii. The Microdrive channel and map are reclaimed.

— SAVE

This command is the first of the set of commands that ‘write’ data to the
Microdrive cartridge. In all cases a Microdrive map has to be built up for
the cartridge being used in order to show which sectors are free for use.
Also, the filenames that are already declared have to be compared to the
new filename to ensure the new filename is indeed unique.

The actual steps are:
i. An ‘ad hoc’ Microdrive channel and a map are created.

il. The motor of the Microdrive unit, as indicated by the value in CHDRIV,
is started.

iii. Allthe sectors of the cartridge are examined in turn. A Microdrive map
s built up to show which, if any, sectors are free for use; and the
filenames are checked to ensure the new filename can be used.

iv. A ‘header’ of nine bytes that describe the ‘program’ are transferred to
the data area of the Microdrive channel.



These header-bytes describe the ‘program’ in a similar fashion to that
used in the cassette system:

viz. byte 1 — a code byte

0 = BASIC program

1/2 = Named arrays

3 = Code blocks
bytes 2&3 — the length of the block.
bytes 4&5 — the starting address of the block.
bytes 6&7 — the length of a program alone.
bytes 8&9 — the line number if LINE is used.

v. The bytes that form the ‘program’ are now transferred to the data area
of the Microdrive channel. But, whenever the data area is full (actually
when trying to transfer a 513th byte) it has to be copied to the Microdrive
cartridge. This operation involves:

— Finding the Header block of the next sector on the tape.
— Examining the Microdrive map to see if the sector is
‘free for use'. If it is not then the next sector is considered.
— Copying the ‘540’ bytes from the data block work space
on to the tape — forming a new record.

— Setting the appropriate bit for the sector in the
Microdrive map to show that the sector is now ‘in use’.

The value in RECNUM — the buffer counter — is incremented every time
the operation is performed.

vi. An ‘end of file' record is now created. This involves setling the ‘end of
file’ flag in RECFLAG and copying, for the final time, the ‘540’ bytes of the
data block work space to a new sector on the tape.

vii. The Microdrive unit's motor is turned off.

viil. The Microdrive channel is reclaimed.

— LOAD, VERIFY & MERGE

The command routines for these three commands are identical in
respect to the Microdrive software, so they can be considered together.

The steps are:
i. An ‘ad hoc’ Microdrive channel and a map are created.

ii. The motor of the Microdrive unit, as indicated by the value in CHDRIV,
is started.



iii. The data block of the sector that holds the first record of the ‘program’
is copied into the work space.

iv. The first nine bytes of the ‘program’ are taken to hold the header
information and this is interpreted in the appropriate manner — depends
on the command being used and the type of ‘program’. The remainder of
the first buffer is then LOADed, VERIFYed or MERGEG(.

v. The other sectors that hold the various records of the ‘program’ are
fetched in the correct order; until a record marked ‘end of file’ is found.

vi. The Microdrive unit's motor is turned off.

vii. The Microdrive channel and map are reclaimed.

— OPEN

Many of the steps performed by the OPEN command routine are
different depending on whether the user wishes to ‘read’ an existing file
or ‘write’ a new file. Remember it is not possible to ‘write’ any additional
data to an existing file in the Spectrum Microdrive system.

The steps are:

i. A Microdrive channel is created. It is associated with the stream
specified in S_STR1, the Microdrive unit specified in D_-STR1 and the
filename in N_STR1.

il. The motor of the Microdrive unit, as indicated by the value in CHDRIV,
Is started.

iii. All the sectors of the tape are now examined in turn. A Microdrive
map is built up to show which sectors are ‘free for use’ — will be used
later if ‘writing’ a file. Also, all declared filenames are compared against
the present filename.

Iv. — for writing a file.
If no sectors are found with the same filename as the new name then it is
presumed that the user wishes to ‘write’ a new file. In this case there is a
jump to step v.

— for ‘reading’ an existing file.
In the case of an existing file being found then the appropriate flags are

set to show that the user wishes tc ‘read’; and the first record of the file is
copied into the data work space of the Microdrive channel.



v. The Microdrive unit's motor is turned off.

— PRINT (to a Microdrive stream)

In the Spectrum system the execution of a PRINT statement has the
effect of ‘sending’ a series of character codes to a specified device. The
device is identified by its being the object device of the ‘current’ stream.
Therefore when the user enters — PRINT #5; . . . (for example), the
characters will be sent to the appropriate output routine. In the case of a
Microdrive stream the routine is named MWRCH (= Microdrive write
character).

The action of the MWRCH routine is to add a single character code to the
buffer of the current Microdrive channel; but on every occasion that the
buffer is found ‘full’ then the contents of the buffer are copied to the next
‘free’ sector on the appropriate Microdrive tape, thereby forming a new
record for the file. The buffer counter (and therefore the record number)
is incremented every time a bufler is copied. Note that an ‘end of file’
record can never be created by the use of PRINT statements.

— INKEY$ (from a Microdrive stream)

The action of the INKEY$ function complements that of the PRINT
command.

On every occasion a character code is required, a call is made to the
MRDCH routine (= Microdrive read character). This routine returns a
single character code from the buffer of the appropriate Microdrive
channel; but whenever the buffer is found to be empty then the next
record of the file has to be fetched from the appropriate Microdrive tape.
The report ‘end of file’ will be given if the present buffer is both empty and
the ‘end of file’ flag is already set.

— INPUT (from a Microdrive stream)

The execution of an INPUT statement is effected by making repeated
use of the MRDCH routine. Single characters are fetched and stored in
the Editing Area until a ‘carriage return’ character is found; then the
INPUT characters are assigned to the specified variable.

— CLOSE
The steps involved in CLOSEing a Microdrive stream are:

i. Examine the value held in CHFLAG associated with the stream. IF the
value is zero THEN the channel is being used for ‘reading’; and all that is
required for the channel to be reclaimed — any unused data in the buffer
is lost. ELSE the channel is being used for ‘writing’; and the following
steps are performed.

ii. the appropriate bit of RECFLAG is set to show that an ‘end of file’
record is to be created.



iii. The motor of the Microdrive unit, as indicated by the value in
CHDRIV, is started.

iv. Each sector header is examined until a free sector is identified (by
reference to the current map from the channel).

v. An ‘end of file’ record is entered into the sector.
vi. The Microdrive unit's motor is turned off.

vii. The Microdrive channel and map are reclaimed.

— MOVE

The command routine for this command is rather complicated as there
are so many devices that may be specified in the MOVE statement.
However, the basis of the MOVE operation is the use, repeatedly, of first
a ‘read’ routine followed by a ‘write’ routine.

The following example shows this in a short program.

The statement MOVE “m”:1:“a” TO “m”;1:“b” can be
affected by:

10 OPEN #4:"m”:1:“a”

20 OPEN #5;"'m";1:“b"

30 PRINT #5;CHRS INKEYS$S#4: GO TO 30

but upon execution it will finish with the ‘end of file’ report —
as the length of the file is not specified.

A note about COPIES:

It is possible by using, for example — POKE 23791,20 — before a SAVE
command to make multiple copies of the records for the program being
SAVEd. This operation, of course, devotes a lot more of a cartridge to a
single program; but when LOADiIng the program subsequently there will
be an impressive saving in the time taken to locate the first, and other,
records of the program.

Looking at records & sectors:
The following pair of BASIC programs show how with a ‘data file’ it is
possible to find the sector-numbers used by the records of the file.

10 OPEN #4:"m”:1;"a”
20 FOR A=1TO 3000
30 PRINT #4:CHRS 65;
40 NEXTA

50 CLOSE #4

The above BASIC lines create a file named “a” that holds ‘3000’ A’s.



The file "a” can now be read using:

NEW

10 OPEN #4;"m”;1;"“a"

20 PRINT “Record”;PEEK 23912, Sector”;PEEK 23885
30 POKE 23856,3

40 LET AS=INKEY$#4

50 GOTO20

NOTES: . .
The initial NEW ensures the Microdrive channel is fixed at location

23844 and onwards.

The record-number is read from the data work space and the sector-
number from the header work space.

The POKE 23856,3 puts a high value into CHBYTE and in effect empties
the data buffer.

On the author’'s machine the following results were abtained for file “a™:

Record 0 Sector 162
Record1 Sector 154
Record2 Sector 146
Record3 Sector 138
Record4 Sector 129
Record5 Sector 121 (End of file record)

Looking at Microdrive maps:

Very little has been said about Microdrive maps in the discussion so far
because the user never has to manipulate the contents of a map area.
However it is interesting to examine a Microdrive map; and the following
BASIC program shows how this can be done.

— Start by FORMATting a tape, e.g FORMAT
“m”,1,“map"

— use NEW & ENTER, so as to clear any existing maps
and channels

— Enter:

10 OPEN #4;"m”,1;"any” — a new file

20 FOR A=23792 TO 23823 — the map for ‘any’

30 LET N=PEEK A — each byte

40 FORB=1TO 8 — 8 bits to a byte

50 PRINT N/2<>INT(N/2); —eachbita‘0’'or‘1’

60 LET N=INT (N/2)

70 NEXTB

80 NEXTA

90 CLEAR #

RUN



The author obtained the following results using a new cartridge.

10000000000000000000000000000000
00000000000000000000000000000000
00000000000000000000000000000000
00000000000000000000000000000000
000000000000000000000001 10000000
00000000000000000000011111111111
1111111111111 11111111111
1111111111 1111111111111 11111111

The sector-bits are given in ascending numerical order — sector 0,
sector 1, ..., sector 256 — although they are created in the opposite
order (and occur on the tape in the opposite order).

In the above map sector 0 is non-existent; sectors 151 & 152 are
unusable and presumably are the 'splice’ region of the tape; and sectors
181-255 are non-existent. There are 178 sectors in working order and,
indeed, CAT 1 & ENTER returned 89 K for the amount of room available
to the user on this tape.

The following results were obtained after SAVEing a 7v2K BASIC
program.

10000000000000000000000000000000
000000000000000000006000000000000
00000000000001010101010101010101
01010101010000000000000000000000
00000000000000000000000110000000
00000000000000000000011111111111
1111111111111 1111111111111111 11
111ttt 111 11

Note that the records are not in contiguous sectors — after creating a
record there is insufficient time to fetch’ a further 512 bytes of data into
the channel area and still ‘catch’ the next sector.

Final note — IOBORD:

The ‘shadow’ system variable IOBORD, location 23750 dec. (5CC6h),
normally holds ‘0’; and this leads to the border on the TV display to flash
‘black’ when blocks of data are transferred from the Spectrum to a
Microdrive (but not vice versa). The user is able to alter the value in
IOBORD — range 0-7 — and so change the colour of the border during
the output operation.
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This Spectrum This Spectrum
is Station ‘2’ is Station ‘3’
IRIS IRIS
when Stations when Stations
‘1" &2 1'&'3
are communicating are communicating
SELF SELF
___sh_mh

This Spectrum
is Station ‘1"

Note: The users of Spectrums '2' & ‘3’ will each have their own views of this network.

Diagram 1. A Network with three Stations.



Diagram 1 shows a simple Spectrum network labelled to match the
above definitions.

Using the network:
The operation of the Spectrum network will in most cases be performed

using BASIC statements and the appropriate statements will now be
discussed from the view of the user.

Changing a Station’s number:

When the power is first connected to a Spectrum fitted with a ZX
Interface 1 the Spectrum does not have a station number; however
when the ‘shadow ROM' is ‘paged in’ for the first time then the Spectrum
will be made Station ‘1'. This station number is held as the ‘shadow’
system variable NTSTAT, location 23749. Thereafter the user can
change the station number of the SELF Spectrum by using:

either FORMAT “N", station number
or POKE 23749, station number

Station numbers normally have the range 1-64. (This restriction does not
apply when using the network from machine code.)

The current station number of a Spectrum is copied into the channel
area whenever a ‘net channel’ is created; and if the station number is
changed subsequently then it is quite possible, and useful, to have ‘net
channels’ with different station numbers for the receiving, or sending, of
data files.

SAVEing a program, array or code block:
BASIC programs, named arrays and blocks of data can be sent to
another Station — from SELF to IRIS — using a SAVE statement.

e.g. SAVE *“n",2

— where |IRIS is station ‘2.

SAVE *“N";3 LINE 10

— where IRIS is station ‘3’ and the program is ‘auto-run’.
SAVE *“N"”;0 SCREENS

— where IRIS can be anyone who is awaiting a ‘broadcast’.

In the examples above complete communication with the IRIS Station
will only occur if IRIS is awaiting the communication. When IRIS is
specified (other than zero) then IRIS must be waiting for a
communication from SELF; and if the program is sent as a ‘broadcast’
then any Station wishing to be IRIS must be expecting a ‘broadcast’.



Communication with a specified IRIS involves a strict protocol of
‘acknowledgements’; whereas a ‘broadcast’ is not acknowledged and
indeed can be ‘received’ by any number of Stations at the same time |if
more than one Station is ready for the ‘broadcast’. A program sent as a
‘broadcast’ is handled at a much slower rate (about four times slower)
than a program sent to a specific IRIS.

LOADing, MERGEing or VERIFYing a program, array or
code block:
BASIC programs, named arrays and blocks of data can be received from

another Station — from IRIS to SELF — using, as required and allowed,
LOAD, MERGE & VERIFY statements.

e.qg. LOAD *“n”;2 DATA

— the ‘source’ is Station ‘2.

VERIFY *“n",0

— the ‘broadcast’ is to be checked against the currently held
BASIC program.

MERGE ““N";1

— the program received from Station ‘1" will be MERGEd
with the currently held program. Note that it does not matter
if SELF is also a Station 1.

As with SAVEing a BASIC program over the network it is essential that
IRIS is prepared to send the expected material.

The protocol for passing a BASIC program, named array or block of code
from one Station to another over the network is shown in diagram 2.
However it is not possible in a diagram to show a ‘waiting’ computer. In
the example it — SAVE *“N”;2 — should be entered before — LOAD
*“N"1 — Station ‘1" will ‘wait’ for Station ‘2’ to be ready; and vice versa.
Then, only when they are both ‘ready’ will the program be sent. The
program is divided into ‘buffers’ of 255 bytes and whilst a Station is
‘waiting’, either initially or between ‘buffers’, the border of the T.V. screen
will flash (as with SAVEing and LOADIng from cassette). The colour of
the border will switch between its ‘current’ colour and the colour held by
the ‘shadow’ system variable IOBORD, address 23750 (range of values
0-7). The user may change the value held in IOBORD as desired.

The using of a SAVE, LOAD, VERIFY or MERGE statement does not
involve the opening or closing of streams. Instead a ‘net channel' is
created in the SELF Spectrum on an ‘ad hoc¢’ basis. (Ad hoc = for a
particular purpose.) A ‘net channel’ created for this purpose is ‘reclaimed’
once it is no longer required.

Sending data over the network:
The three BASIC commands — OPEN #, PRINT # and CLOSE # —
allow the user to send data over the network.



beforehand:

{ai Users agree to use station numbers ‘1* & '2'
b) Users agree Station ‘1" will send its program to Station 2’

This Spectrum
is Station ‘1’

to send:
enter the program
then,

FORMAT "N";1
SAVE "'N";2

afterwards

This Spectrum
is Station '2’

to receive:
enter,

FORMAT "N";2
LOAD ““N";1

The identical program will be held in each Spectrum.

Diagram 2. Passing a BASIC program over the network



The data may be considered as either:

a collection of ‘printable expressions’ and separated by
‘carriage return’ characters,

or:

a collection of single characters.

The first stage involved in the sending of data is the creation of a ‘net
channel’ for the purpose of communicating from SELF to IRIS. This is
performed by using an OPEN # statement.

e.g. OPEN #4;“N";18

— associate stream ‘4’ with a new ‘net channel’ for
communication from SELF to IRIS, Station ‘18".

OPEN #5;“n”,0

— associate stream ‘5’ with a new ‘net channel’ that will
‘broadcast’ data.

The detailed contents of a ‘net channel’ will be discussed later in this
chapter; but a ‘net channel’ always contains a ‘net buffer of 255
locations. This means that up to 255 bytes of data can be collected
before being sent to IRIS over the network.

The second stage involves the filling of the ‘net buffer’ with the necessary
data. This is performed using a PRINT # command with the necessary
stream number.

If the data is to be considered as “expressions’ (to be read using INPUT,
see below) then care must be taken to ensure that the ‘carriage return’
characters are placed appropriately; i.e. as one presses ENTER atfter
replying to an INPUT prompt.

Examples of sensible PRINT # statements are:

PRINT #4:1

— the characters that go into the ‘buffer’ are: '1" & ‘carriage
return’.

PRINT #4;"ONE"

— the characters that go into the ‘buffer’ are: ‘O’, ‘N’, ‘E’ &
‘carriage return’.

PRINT #4;A'B$ _
— the characters that go into the ‘buffer’ are: the printed

characters of the variable A, ‘carriage return’, the printed
characters of the variable B$ & ‘carriage return’.



A ‘net buffer’ can only hold 255 characters and when an attempt is made
to ‘buffer’ a 256th character then this character is ‘preserved’ whilst the
full ‘buffer’ is sent to IRIS. The ‘preserved’ character atterwards forms the
first character of the next ‘buffer’.

The third stage involves the closing down of the stream. The BASIC
command CLOSE # first sends any partially filled ‘net buffer’ to IRIS,
secondly ‘reclaims’ the ‘net channel’ and thirdly CLOSESs the stream by
writing zeroes into the ‘stream data bytes’ (original values for streams
0-3).

E.g. CLOSE #4
— closes down the stream.

Receiving data over the network:

The four BASIC commands — OPEN#, INPUT#, INKEYS$# and
CLOSE# — allow the user to receive data over the network. As with the
operation of sending data the ‘data’ may be considered as; ‘expressions’
and required to be separated by ‘carriage return’ characters; or as a
collection of single characters.

Once again the first stage involves OPENing a stream.

E.g. OPEN #7;"N"”;1

— associate stream 7’ with a new ‘net channel’ for communication from
IRIS, station ‘1’, to SELF.

OPEN #6,"n",0

— associate stream ‘6’ with a new ‘net channel’ that will receive a
‘broadcast’.

The second stage involves the use of INPUT# and INKEYS#

commands. But note that itis inappropriate to read ‘single character data’
using INPUT#.

Examples of these commands are:

INPUT #7;A

— a set of ‘received bytes’, limited by a ‘carriage return’
character are assigned to the variable A. The ‘expression’ to
be assigned must be numeric, i.e. would be accepted by —
VAL “ ... expression ...".

INPUT #7;AS

— the ‘expression’ is considered as a string of characters (of
finite length).

INKEYS #7

— the string returned by this function will be the next
‘received character'.



In all cases the ‘net channel’ is examined to determine whether there is
any ‘received data’; if not then a fresh ‘buffer’ is taken from IRIS. However
if the ‘last buffer was marked ‘end of file’ then no request is made to IRIS
and the error report ‘end of file' is given.

There is a special feature about the use of INKEY$# when used with
specific IRIS stations (not a 'broadcast’ situation). INKEY$# is normally
expected to return the ‘next received byte’ as a single character string;
but it has been arranged that INKEY$# will return a ‘null’ string if IRIS is
not awaiting a request from SELF to send another ‘buffer’. This facility
allows the user of SELF to poll Stations and collect data from any Station
that is ready to send it.

The third stage involves closing down the stream by using a CLOSE#
command. Any unused ‘received data’ is lost.

E.g. CLOSE #7
— ‘reclaim’ the ‘net channel' and make the ‘stream data
bytes’ zero.

The protocol for passing data over the network is shown in diagram 3.
Once again it is not possible to show how the ‘source’ Station waits for
the ‘destination’ Station to be ready; and vice versa.

The technical details of the Spectrum network:
The following details will be of interest to Spectrum owners who use the
network from BASIC, as outlined above; but a clear idea of just how the
network is managed is really only needed by users who wish to use, or
modify, the network from machine code.

The network itself is a 2-wire system. One wire acts as a ground
reference point— nominally Ov., and the other wire as a signal wire which
is active high, nominally 5v., and inactive low, as ground.

At any instance in time the network can be considered as resting,
unused; or claimed, in use. Although whilst claimed the network will
frequently be inactive — but never for as long a period as if it were
resting. It is always the ‘source’ computer that ‘claims’ the network;
whilst the ‘destination’ computer has the minor role of ‘reading’ the
network and then replying if required.



beforehand:

o

Users agree to use station numbers 1" & ‘2’
Users agree Station ‘1" will send a set of numbers to Station ‘2’

This Spectrum This Spectrum
is Station ‘1’ is Station ‘2’

to send 1o receive

enter and run the enter and run the
program:; program:

10 FORMAT “N";1 10 FORMAT "N":2
20 OPEN #5:"N":2 20 OPEN #12;"N":1
30 FOR A=1TO 240 30 INPUT #12:X

40 PRINT #5:A 40 PRINT X,

50 NEXT A 50 GOTO30

60 CLOSE #5

Diagram 3. Passing data over the network — using PRINT# & INPUT#.



The protocol for communicating from one Station to another follows a
strict format and in the discussion below the steps will be discussed
initially from the view that the user's Spectrum SELF is sending one or
more ‘buffers’ of data to the ‘destination’ Station IRIS. In the first instance
no timing details will be given but they will be discussed at the end of the
chapter.

Claiming the network:

This is the first stage in any communication. As the network may be either
resting or claimed by another Station, the user's Spectrum SELF must
examine the network repeatedly until it is satisfied the network is indeed
resting. The time spent doing this ‘examination’ is a ‘sufficient’ time plus
a ‘randomised’ extra amount. SELF now sends out, slowly, a ‘leader’
pulse and its 8-bit station number. The value sent is taken from NTSTAT
and is the ‘global’ station number; this is not necessarily the same as the
value held in NCSELF. The separate bits of the station number are sent
‘inverted’ with the most significant bit being sent first. Each bit activates
the network only if it was originally a zero; and makes the network
inactive if it was a ‘1’. Before handling ancther bit, a check is made to
ensure that the network has the expected state from the present bit; and

values of the 8 bits

inactive | | |

inactive

T T T T ) J
Y
send -
2COUT J send 8 bits of the

_ global’ station number
resting? leader

network claimed

1ime ——————

Diagram 4. Station ‘10’ sending its SCOUT.



if the wrong state is found then the whole operation of claiming the
network is started again. Once all the bits of the station number have
been sent (and read-back successfully) the network can be considered
to be claimed. The action of sending the station number forms a
SCOUT: and all Stations that are listening to the network set their timings
from when they first detect a SCOUT ‘leader’ pulse.

Diagram 4 shows the Station ‘10’ claiming the network by sending its
SCOUT.

Sending a HEADER:

Once the network has been claimed by the sending of a SCOUT, an
B-byte HEADER is sent. The data for the HEADER comes from the
HEADER bytes of the net channel.

A net channel has the following structure:

bytes contents

0-1 Address 0008h

2-3 Address 0008h

4 “N” (“N” + 80h if ‘ad hoc’)

5-6 Address OUT_N(output address)

7-8 Address IN_N (input address)

9-10  Number 0114h (276 dec. bytes in a net channel)

; the following eight locations hold the HEADER bytes

11 NCIRIS (the IRIS Station number
i.e. the ‘other’ Station)
12 NCSELF (own Station number, same as NTSTAT

when channel created)
13-14 NCNUMB (block number, range 0-65535)

15 NCTYPE (ordinarily ‘0’ — for data

but ‘1’ for ‘end of file’)
16 NCOBL (output buffer length, range 0-255;

will be ‘0’ when buffer is used for ‘receiving’)
17 NCDCS (8-bit checksum for data)
18 NCHCS (8-bit checksum for preceding seven bytes)

;the next two locations are used during ‘receiving’

19 NCCUR (position of last character taken from buffer)
20 NCIBL (the number of bytes that may be read

from the data buffer)

;the data buffer is used for either ‘receiving’ or ‘sending’

21-275 NCB (255 byte data buffer)



The HEADER bytes describe the ‘data block’ that will be sent later. The
‘data block’ will be a copy of the present buffer.

The HEADER bytes are sent by calling the OUTPAK subroutine in the
'shadow’ ROM. The E register will hold the value 08h and the HL register
pair the address of NCIRIS.

The OUTPAK sends out bytes of data as follows:
¢ an initial active leader
then for each byte:

« an inactive starting peried

» an inactive/active period for each reset/set bit; the least significant
bit is handled first.

» an active stop period

finally:
» the network is made inactive
Diagram 5 shows the steps.

Following the sending of the HEADER bytes the value of NCIRIS is
examined and if it is other than ‘0’ then a ‘response’ is awaited from IRIS.
A ‘0’ would indicate a ‘broadcast’ which is never acknowledged.

A ‘response’ is a single byte of data and it is handled by IRIS using its
OUTPAK subroutine. The SELF Spectrum accepts the ‘response’ as
YES if a byte of value ‘1’ is received from IRIS without undue delay.

The INPAK subroutine is used to collect the ‘response’. On entry to this
subroutine the E register holds the value 01h and the HL register pair the
address of the ‘shadow’ system variable NTRESP, address 23757.

If there is not a correct ‘response’ received before 'time-out’ then the
whole operation of claiming the network, sending a SCOUT, sending a
HEADER and awaiting a 'response’ is repeated. To the user this situation
is signalled by the colour of the border remaining a single colour — the
IOBORD colour. However when the INPAK subroutine returns a byte
and it is found to be a‘1’, then the ‘data block’ can be sent.
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Diagram 5. Bytes of data being sent by the OUTPAK subroutine

Sending a data block:

The present ‘buffer’ of characters is sent by once again calling the
OUTPAK subroutine. On this occasion the E register holds the current
length of the ‘buffer’ — copied from NCOBL, and the HL register pair
holds the address of the first ‘buffer’ byte — the address NCB.

Once the ‘data block’ has been sent the NCIRIS variable is examined
again and a ‘response’ is awaited unless the ‘data block’ formed part of a
‘broadcast’. As before if there is not a correct ‘response’ received before
‘time-out’ then the whole operation has to be repeated from claiming the
network afresh.

Block numbers:

The ‘data blocks’ are considered as being numbered, from 0-65535. The
creation of a ‘net channel’ makes the first block ‘number 0" and subse-
quent ‘data blocks’ are numbered in order. The operation of sending a set
of ‘data blocks’, as would be involved in the sending of a long BASIC
program over the network, therefore involves the sending of block
‘number 0, block ‘number 1, .......... , block ‘number n’; where ‘'n’ is the
number of the ‘end of file’ block.



The steps involved in receiving one or more ‘data blocks’ will now be
discussed.

Identifying a SCOUT:

The first stage in establishing communication from IRIS to SELF is the
identification of a SCOUT (not necessarily from IRIS). A SCOUT can be
found by finding the network becoming active after a resting period.
This stage therefore involves SELF repeatedly examining the network
until it is satisfied that the network is resting (taking ‘sufficient’ time
without any extra amount, see earlier) and then waiting for the network to
become active. This point corresponds to IRIS sending the ‘leader’ to its
SCOUT — this always activates the network. The actual station number
that IRIS is sending as a SCOUT is not required by SELF, so after
identifying the start of the SCOUT the SELF computer simply waits until
the network becomes inactive following the 8-bits of the station number.

It is intended that any Spectrum 'listening’ to the network will always find
the ‘ciaiming’ SCOUT.

Receiving a HEADER:

The IRIS computer sends an 8-byte HEADER shortly after its SCOUT
has claimed the network, and the SELF computer ‘reads’ the eight bytes
using the INPAK subroutine. The bytes are loaded into the ‘shadow’
system variables NTDEST — NTHCS, addresses 23758-23765. Dia-
gram 6 shows the details involved in the reading of bytes from the
network. The most important point to be made is that the ‘period of
uncertainty’ is minimised by using electronic circuitry in the ZX interface
1 to synchronise the reading of the bits to their ‘mid-cycle’ points.

Examining the HEADER:
Once received, the HEADER has to be examined in order to decide
whether or not to accept the ‘data block’ that is expected to follow it.

The steps involved are posed as a series of questions and in all cases a
false answer leads to the SCOUT, HEADER & data block being ‘passed
over’ and the next SCOUT sought.

= were eight bytes actually found?

» does the sum of the first seven bytes give the same value as the eighth
byte, i.e. is NTHCS, the HEADER checksum, correct?

» isthe block number as found in NTNUMB the expected block number?
— Should it be the previous block number then IRIS is trying to repeat
a block that SELF has already received but the ‘response’ was lost. In
this case the block will be ‘accepted’ but ‘passed over'.
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Diagram 6. Bytes of data being received by the INPAK subroutine.

« |f a ‘broadcast’ is sought, is the HEADER part of a ‘broadcast’, i.e. are
NTDEST & NCIRIS both zero? Otherwise, with a specified IRIS
Station, does the HEADER say the ‘data block’ is for SELF, i.e. are
NTDEST & NCSELF equal?

and
Is the IRIS Station using the required station number, i.e. are NTSRCE
& NCIRIS equal?

Once the HEADER has been accepted the ‘response’, a byte of value “1’,
is sent using the OUTPAK subroutine. Remember that if a ‘broadcast’ is
accepted then no ‘response’ will be sent.

Receiving a data block:
As long as the IRIS station does receive the ‘response’ from SELF betore
time-out’, if not handling a ‘broadcast’, then IRIS will send a ‘data block’.

The SELF computer receives this ‘data block’ by loading the value found
in NTLEN — the length of the ‘data block’ — into the E register, the
address NCB — the base address of the data buffer of the current ‘net
channel’' — into the HL register pair and calling the INPAK subroutine.



Once received, the sum of the bytes in the new ‘buffer’ is compared
against its checksum — found in NTDCS, and the ‘response’ sent if the
numbers do match. If the checksum fails then the IRIS station will start
afresh with an attempt to send the data; whilst SELF tries again toread it.

If all has gone without any problems the ‘data buffer’ of the ‘net channel
will now contain up to ‘255 fresh bytes of data.

Further points:

Competition between Spectrums trying to claim the network:

It is intended that there should be minimal contention between
Spectrums when more than one machine is trying to claim the network
at the same time. The use of the ‘extra’ randomised time when trying to
find the network resting, and the sending of the ‘global’ station number
as a SCOUT, both help to resolve contention. Indeed if two or more
Spectrums start sending out SCOUTS simultaneously (hopefully itself
unlikely) then the Station sending the lower valued station number
should claim the network successfully in all cases; the other Spectrums
backing off and trying again later. The users can help with the last point
by using different ‘global’ station numbers whenever possible.

Confusion when receiving ‘broadcasts’:

It is possible that if more than one Station are sending ‘broadcasts’ at the
same time that the receiving Station may on occasions take one ‘data
block' from one machine and the next block from another. This occurs as
the blocks that form a ‘broadcast’ are sent with large delays between
them — so as to ensure that the ‘recipient’ has sufficient time to handle
the data no matter what other work needs to be done; whilst the
‘recipient’ will overall spend a lot of time listening to the network.

This problem can only be overcome by the users taking care when
sending a lot of ‘broadcast’ material.

Time-out using INKEY$

A station that is listening to the network in consequence of a LOAD,
VERIFY, MERGE or INPUT command, will ‘wait’ indefinitely if the correct
SCQOUT, HEADER & ‘'data block’ fail to appear on the network and are
interpreted correctly. However when a byte of data is required in conse-
quence of an INKEY$# command the the Station will only wait until
‘time-out’ before returning a ‘null’ string.

End of file details — sending data:

As new bytes of data are added to the buffer of the ‘net channel’ a record
of the ‘length’ of the buffer is kept in the variable NCOBL and the value in
NCTYPE will always be zero. Then, when an attempt is made to enter a



256th. byte the present buffer will be sent as a ‘data block’ containing 255
bytes of ordinary data. However if the last of a set of data bytes has been
entered into the buffer then NCTYPE will be given the value ‘1’ and the
buffer sent as a 'data block’ of up to 255 bytes of closing data.

This operation of making a ‘data block’ the ‘end of file’ block only occurs
with:

o completion of the SAVE operation.
» closing the stream using CLOSE #.

End of file details — receiving data

As bytes of data are read from the buffer of a ‘net channel the value ofthe
variable NCCUR is increased until the point is reached when there are no
bytes left unused. Normally following a request for another character a
fresh ‘data block’ would be sought but this only occurs if the current value
of NTTYPE is ‘0’. f NTTYPE holds ‘1’ thenthe ‘end of file’ has been found
and the appropriate error message is produced.

Timing details with respect to the network:

A Spectrum has a clock rate of 3.5 mHz. and in the following discussion
the timing details wil be given in T cycles where each cycle takes
1/3,500,000 of a second.

Sending data:
The network is considered to be resting if it is inactive for approximately
10,500 T cycles (3 ms.).

The SCOUT leader starts 22 T cycles after the last examination of the
network and lasts for 181 T cycles. The 8-bits of the station number also
lastfor 181 T cycles each. The pulses are ‘read-back’ after 136 T cycles.

The network is now claimed and the leader to the 8-bytes of the
HEADER follows after a further 271 T cycles.

The HEADER bytes are sent using the OUTPAK subroutine and the
format is always the same:

leader period — 98 T cycles
then for each byte:

a start period of 40 T cycles

8-bits each of 40 T cycles

a stop period of 145 T cycles (but the final stop periodis 86 T
cycles).



The ‘data block’ will follow the HEADER after approximately 600 T cycles
in the case of a ‘broadcast’, but delayed for up to 3000 T cycles if a
‘response’ is to be found and examined.

The duration of the ‘data block' will be from 544 T cycles — one byte, to
approximately 128,000 T cycles (37 ms.}) — 255 bytes.

Diagram 7 shows these timings.

Receiving data:
Of necessity the receiving of data complements the sending of data but
the following points can usefully be made.

The network is examined repeatedly over a period of approximately 7000
T cycles (2 ms.) to prove that the network is indeed resting.

Thereafter the network is examined once every 55 T cycles until it is
found active. This should lead to a SCOUT being identified within the
first third of the SCOUT’s leader period. The actual details of the SCOUT
are not required so the Spectrum wastes time until the SCOUT s
finished.

A call is made to the INPAK subroutine to collect the 8 bytes of the
HEADER that will come next. This subroutine is entered during the
inactive period (271 T cycles) that separates the SCOUT and the
HEADER.

The network is then examined every 35 T cycles in order to identify the
presence of the leader period. Thereafter the synchronising hardware of
the ZX Interface 1 identifies the falling edge at the beginning of a start
period. There will always be a ‘degree of uncertainty’ in finding the onset
of the start period but the use of hardware to perform this task reduces
the uncertainty considerably.

The rest of the start period is ‘passed over’ and the 8 bits of the byte are
then collected at the rate of 1 bit every 40 T cycles. Again there will be a
‘degree of uncertainty’ involved in this progress as the clock of the
Spectrum producing the signals may be running at a slightly difterent
speed as compared to the clock in the receiving Spectrum. The system
of synchronising on the start period allows for a difference of about 5 per
cent between clock speeds.

Once the bytes of the HEADER have been obtained, they must be
examined. If a ‘broadcast’ is being handled then no ‘response’ is to be
sent and the Spectrum must be ready to find the leader to the ‘data
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Diagram 7. Timing diagram for ‘sending’ over the network.

block’ within 600 T cycles of the end of the HEADER bytes. However if
the ‘sending’ Spectrum is expecting a ‘response’ then this must be sent
within approximately 9000 T cycles.

The ‘data block’ is collected by calling the INPAK subroutine a second
time; and again the ‘receiving’ Spectrum has 9000 T cycles in which to
send its ‘response’.






Chapter 5

The RS232 Link

Introduction
The third facility offered by the ZX Interface 1 is the RS232 link.

The two principle uses of the RS232 link are expected to be:

— linking a Spectrum to a printer (other than the ZX
printer)

— linking a Spectrum to another computer (possibly
ancther Spectrum — an alternative to using the Local
Area Network).

But the link can be used between a Spectrum and any other RS232
compatible device.

Using the RS232 link:

The rate at which data is transferred between devices joined by an
RS232 link is termed the ‘baud rate’; and upon initialisation the ZX
Interface 1 gives a default rate of ‘9600’

Note: The theoretical rate at which bytes of data are transferred is given
by:

baud rate/11 bytes per second.

However a byte of data is only transmitted when the receiving device
signals that is indeed ready to accept the byte of data and there must be
gaps between bytes; so the actual rate at which bytes are transferred is
usually considerably less than that implied by the baud rate.

Setting the baud rate:
The baud rate will normally be set by using a FORMAT statement;

o.g. FORMAT “b”;110



and the following rates are permitted;
20, 110, 300, 600, 1200, 2400, 4800, 9600, 19200.

Note that the lowest rate is ‘50" and the highest ‘18200 and if a number
outside this range is used in a FORMAT statement then the baud rate will
be set to its limit value as appropriate.

e.g. FORMAT “b”;0 — sets the baud rate to ‘50"

Also, if a FORMAT statement gives an intermediate value then the
discrete baud rate below that value is used instead.

e.g. FORMAT “b”';1500 — sets the baud rate to ‘1200’

The only effect of a FORMAT is to set the values in the two byltes of the
system variable BAUD and it is therefore possible to set the baud rate by
using POKE statements or machine code ‘LD’ instructions if the user so
wishes. In such a case the value for BAUD is given by:

(3500000/(26*baud rate) ) —2

and it is possible to set the baud rate to either a standard or a non-
standard rate.

SAVEing a program, array or code block:
BASIC programs, named arrays and blocks of data can be sent over the
RS232 link by using the SAVE command. E.g.

SAVE *“b"

— a copy of the presently held program and its current
variable are sent.

SAVE *b” SCREENS

— acopy of the current display and attributes file is sent.

LOADing, MERGEing or VERIFYing a program, array or
code block:

BASIC programs, named arrays and blocks of data can be received over
the RS232 link. E.g.

LOAD *“b”

— a BASIC program and its variables will be LOADed.
MERGE *“b”

— a BASIC program and its variables will be MERGE(.



VERIFY *‘b” DATA 32000,100
— a block of data will be VERIFYed against the present

contents of the RAM.

In all the cases using SAVE, LOAD, MERGE or VERIFY the device
expression “b” or “B” must be used as the full range of values, 0-255
decimal, must be allowed for each byte.

Also note that the data will only be transferred over the RS232 link if the
‘receiver’ signals to the ‘sender’ that the device is ‘ready’. As with the
network the border colour of the screen during data transfers and waiting
periods is specified by the value held in the system variable IOBORD and
can be changed by the user as required.

Sending data over the RS232 link:

As with the Local Area Network, the sending of data involves the
OPENing of a stream to be associated with the RS232 link before a
PRINT statement is used. E.g.

OPEN #4;"b”
— stream ‘4’ is OPENed for use with the RS232 link.

A stream OPENed in this manner can now be used for either the sending
or receiving of bytes of data. This is possible as there is no ‘buffer’ system
and each byte is handled in turn.

The action of OPENing a stream for RS232 communication has the
effect of adding ‘11’ bytes of data to the channel information area. These
bytes are:

bytes contents
1-2 Address 0008h.
3-4 Address 0008h.
5 “T” (“T” + 80hif ‘ad hoc')
6-7 Address OUT_T2 (output address)
8-9 Address IN_T2 (input address)
10-11 Number ‘11", (eleven bytes in channel)

The ‘shadow' ROM routines INT2 and OUT_T2 are the actual routines for
handling the ‘receiving’ or ‘sending’ of a byte of data via the RS232 link.

Once a stream has been OPENed for RS232 communication the follow-
ing commands can be used to handle information;



Sending:

PRINT #4:A

— the current ‘printed’ value of the variable ‘A’ will be ‘sent':
followed by a ‘carriage return’.

PRINT #4;“String of characters”

— the characters of the string will be sent; followed by a
‘carriage return’.

Receiving:

INPUT #4:A%

— the set of characters received before a ‘carriage return’
will be assigned to A$.

LET A$S=INKEY$#4

— the 'next’ character will be assigned to A$. Note that
CODE AS$ will be zero if the user's Spectrum is not ‘being
sent’ a character.

A CLOSE statement, e.g. CLOSE #4 will lead to an additional ‘line feed’
character, OAh, being sent before the ‘11’ bytes of the RS232 channel
are reclaimed.

Note that if the extra ‘line feed’ character proves a nuisance then its best
to avoid CLOSEing RS232 streams — using instead CLEAR # or an
‘error situation’ to reclaim the channel

The “T” system:

The device expressions “t” and “T" also enable the RS232 link. These
expressions allow for an ASCII character and Sinclair token ‘text mode"'.
The reason for this mode is that it allows for the command LIST #n,
where n is an OPENed RS232 stream.

A LISTing would be produced by, for example:

OPEN #4;"T”
LIST #4
CLOSE #4 — and the ‘line feed’ will probably be required.



In this ‘text mode’ the character codes are modified as follows:

« control codes (00h-1Fh) are ignored — except for ‘carriage return’
(0Dh) which is modified to give ‘carriage return’ and ‘line feed’ (0Dh &
0Ah),

« graphic codes are changed to *?’ (3Fh),

¢ Sinclair tokens are expanded recursively.

Extended use of the “T” system:
It is possible for the user 1o join the Spectrum to an RS232 compatible
printer and PRINT using any one of the three following methods:

1. use only a “B" stream - thereby allowing for the full range of bytes
00h-FFh. This method leaves the user with the task of handling
control codes, graphic characters and tokens; but there are no
limitations as to what can be done.

2. Using both a “T" stream and a “B” stream. When using this method
the user can allow ‘printable characters’ to be handled by the *T”
stream; and supplement the RS232 output by including "B stream
characters as requied.

E.g. To send a printer ‘escape’ codes one might use:
10 OPEN #4:;“T”: OPEN #5;"B” — “T” & “B” streams
20 PRINT #5;CHR$ 27;CODE “K”; — Escape “K”
30 PRINT #4;"Print this now”

3. Using an extended “T” stream.
As is mentioned above, a “T” stream will ignore all the codes 00h-1Fh
(with the exception of 0Dh — ‘carriage return’). This results in the user
being unable to include the ‘positional’ controllers *,’, ‘AT and ‘TAB' in
PRINT statements associated with a RS232 “T” stream. (Indeed
spurious characters will be created if AT & TAB are followed by high
parameter value.)

The following BASIC program shows how the “T” stream can be
ammended to cater for these ‘positional’ controllers if the user wishes
to include them in PRINT statements.



Notes:
Line 10 — Stream ‘2’ is being used; a machine code routine is located at
65000-65184; and a BASIC loader in lines 9800-9993.

Line 9830 — The ‘column’ number can be altered as required — here it is
set to ‘40’ columns. The current ‘tab’ position can be found by PEEKing
location 23728.

Line 9990 — The ‘tab’ position is incremented with every character that is
printed; until the 'column’ value resets the ‘tab’ positionto zeroas aline is
filled.

Line 9991 — A ‘carriage return’ character also resets the ‘tab’ position.

Line 9992 — Deals with PRINT comma’. The ‘comma-tab’ positions in
this program are ‘0’, '8’, ‘16’, ‘24’ and '32’; and the incrementing value of
‘8" (second ‘8’ in this line) can be altered if required. The PRINTing of a
comma will always advance the ‘tab’ position a minimum of one column.

Line 9993 — This line deals with AT and TAB. The column values of
these controllers are taken ‘modulo’ the column width as specified in
location 23729. All the colour item controllers are ignored correctly.

Note: The effect of PRINTing with this program is to re-direct the output
that normally goes to the upper par of the T.V. display, to the RS232
device.

10 OPEN #2;"t": CLEAR 64999: GO SUB 9800
20 REM .. . yourprinting. ..
30 STOP
9800 REM #2, AT TAB subroutine
9810 REMuses z,z1,z2,z3
9820 REM set tab and col values
9830 POKE 23728,0: POKE 23729,40
9840 REM look at stream #2
9850 LET z1=PEEK 23578+256"PEEK 23579
9860 IF NOT z1 THEN POKE 23610,23: STOP
9870 REM look at T channel
9880 LET z2=z1+PEEK 23631+256*"PEEK 23632+3
9890 IF PEEK z2< >CQDE "T"“ THEN POKE 23610,23: STOP
9900 REM alter output address
3910 POKE z2+1,232
9920 POKE z2+2,253
9930 REM enter machine code
9940 FORz=0TO 184
9950 READ z3
9960 POKE 65000+2z,2z3



9970
9980
9990

9991
9992

9993

NEXT z

RETURN

DATA 254, 165, 48, 45, 33, 59, 92, 203, 134, 254, 32, 32, 2, 203,
198, 56, 22, 245, 253, 52, 118, 253, 126, 119, 253, 190, 118, 48,
7,205, 19, 254, 253, 54, 118, 1, 241, 24, 10

DATA 254, 13, 32,9, 175,50, 176, 92, 62, 13, 195,60, 12

DATA 254, 6, 32, 31, 237, 75, 176, 92, 30, 0, 12, 28, 121, 184,
40, 8, 214, 8, 40, 4, 48, 250, 24, 242, 213, 62, 32, 205, 232, 253,
208, 29, 200, 24, 245

DATA 254, 22, 40, 12, 254, 23, 40, 8, 254, 186, 216, 17, 106, 254,
24,3,17,98, 254,50, 14,92,42,81,92,213,17,5,0, 25, 209, 115,
35, 114, 201, 17, 106, 254, 50, 15, 92, 24, 235, 17, 232, 253, 205,
85, 254, 87,58, 14, 92, 254, 22, 40, 8, 254, 23, 63, 192, 58, 15, 92,
87,58, 177, 92, 186, 40, 2, 48, 6, 71, 122, 144, 87, 24, 242, 58,
176,92, 186, 200, 253, 150, 119, 32, 2, 130, 200, 62, 32,213, 205,
232, 253, 209, 24, 235



The technical details of the RS232 link:

The RS232 link of the ZX Interface 1 provides for both the ‘sending’ and
‘receiving’ of serial data between the user’'s Spectrum and a second
device (possibly also a Spectrum).

The passing of data over a RS232 link is handled byte by byte and a byte
of data will be transmitted only if the receiving device has signalled that it
is indeed ready to receive.

The RS232 link is a 6-wire system. Two wires are used during ‘sending’,
two during ‘receiving’, the fifth wire is a grounding wire and the sixth wire
carrying a nominal 9v (not normally used).

The protocol for ‘sending’:

The wire along which the bytes of data are sent is called RXdata (short
for ‘received data line’) and the level of the signal on this wire is set by the
'sending’ device. The second wire involved in ‘sending’ is called DTR
(short for ‘data terminal ready’) and this is set by the ‘receiving’ device.

The operation of sending a byte of data involves the following steps:

.. Wait until the line DTR becomes high.
ii. Send the byte of data.

The two steps then have to be repeated for every subsequent byte of
data.

It is usual for the ‘receiving’ device to lower the signal level on the DTR
once it has received a byle of data, so as to prevent the ‘sender’ from
passing a further byte before the ‘receiver’ is ready for it (but see later).

The format of the RXdata signal is shown in diagram 1.

Note that ‘11’ bits are sent in total for each byte of data:

— a start bit |
— the eight data bits
— two stop bits (may be considered as a double length stop

bit)
and that there is no parity bit.
The protocol for ‘receiving’:

The wire along which the bytes of data are received is called TXdata
(short for ‘transmitted data line’} and the level of the signal is set by the
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Diagram 1. A byte of data being ‘sent’ via the RS232 link.

‘sending’ device. The second wire involved in ‘receiving’ is called CTS
(short for ‘clear to send line’) and this is set by the ‘receiving’ device.

It follows that if two Spectrums are linked together by the
RS232 system that RXdata, DTR, TXdata & CTS of one
Spectrum will be connected to TXdata, CTS, RXdata &
DTR, respectively, of the second Spectrum.

The operation of receiving a byte of data involves the following steps:

i. First examine the value in the ‘shadow’ system variable SERFL (serial
flat). If the value in the low byte is other than zero:—

THEN take the value in the high byte to be the required byte (it had been
found earlier — see below); make the low byte of SER_FL zero before
returning. ELSE proceed to ‘receive’ one, or two, bytes of data.

ii. Make the CTS line have a high signal level.

iii. Wait for the signal on TXdata to go high — this will be the beginning of
the ‘start bit’.



iv. Read the eight bits ot the byte.

v. Save the complete byte.

vi. Make the CTS line have a low signal level.

Note: Although the CTS is now low it is possible that the ‘sending’ device
may still send a further byte of data — this does not occur when a
Spectrum is ‘sending’.

vii. Repeat stepsiii. & iv. if a second byte is being sent. This second byte
goes into the second location of the system variable SERFL; and the first
location is set to the value ‘1°.

However if there is no further byte found within a given period oftime, it is
assumed that there is no second byte to be considered; SER_FL's low
byte stays holding zero.

vii. The byte saved in step v. is retrieved and is taken to be the required

byte.

Timing details with respect to the RS232 link:
The duration of each data bit sent over the RS232 link is given by:

length of bit = 47 + 26"BAUD T states.
where a single T state is a 3,500,000th of a second.
The value of BAUD is given by:

BAUD = (3500000 / (baud rate*26) ) — 2

If the baud rate ‘19200’ is considered then the length of each bit should
theoretically be:

3500000/19200
182.3 t states

i

Whereas, the actual rate is:

BAUD INT (3500000/(19200*26) ) — 2

7

I

and the length of a bit is:

47 + 26*"BAUD
177 T states

l.e. At a baud rate of ‘19200’ the error is less than 3%: and, at slower rates
the ‘error’ will be much less.



Linking ‘other’ computers
to the Spectrum system:

The Spectrum’s RS232 link allows for communication between the
Spectrum and any other RS232 compatible computer. This means that
other computers can use the Microdrive, the local area network and the
ZX printer by treating the Spectrum as a ‘controller’. It is probably
possible to make a ‘specific’ interface between an ‘other’ computer and,
for example, a Sinclair Microdrive; but it is likely that it will be cheaper
and easier to use a Spectrum instead.

The following discussion describes how, in outline, an Acorn BBC
microcomputer can be linked to a Spectrum system.

The BBC microcomputer has a RS423 5-pin socket that is directly
compatible with the Spectrum’s RS232 connector. For communication
in both directions the user has to connect the TXdata, RXdata, DTR, CTS
& GND of the Spectrum to the data out, data in, RTS, CTS & GND of the
BBC microcomputer, respectively. The baud rate will be ‘9600 by default
on both machines.

Using the ZX printer:
The easiest example to consider first is the use of the ZX printer to print
under the direction of the BBC microcomputer.

In the Spectrum the program is simply:

MOVE “b"TO#3 & ENTER
Of course, after connecting the ZX printer and the RS232 link connector.
In the BBC microcomputer the user enters — for DIRECT printing:

*FX5,2 — select serial device

CTRLB — 1o ‘turn on’ the printer

— All printing goes to the ZX printer
CTRLC — to ‘turn off' the printer



Or, in a program

10
20
30

100

, perhaps:
*FX5,2 — select serial
vDuz — =CTRLB
*FX21,2 — discards any characters in the
RS423 buffer
— The printing (use *FX3,7 if the
output to the screen is not required)
VDU3 — =CTRLC

Using the Microdrive:
The examples in this section show how the BBC microcomputer can use

the Microdrive to store a ‘data file'.
Note: It is possible to handle BASIC programs — treating them as a

collection of ‘data-bytes’; but the author does not know how to SAVE and
LOAD via the RS423 interface of the BBC microcomputer — presumably
it can be done using assembly language routines.

Creating a Microdrive file:
In the BBC microcomputer enter:

10 DIMAS$(2) ,create some data
20 LETA$(0)="aaaa”
30 LETAS${1)="bbbh”
40 LETAS$(2)="cccc”
50 "FX5,2 ;select serial printer
60 VDU2 :prepare to send
70 PRINT 3 ;three items of data to form
the file
80 PRINTAS$(0) -send the data
90 PRINTA3(1)
100 PRINTAS(2)
110 VDU3 ;stop sending
Whilst, on the Spectrum use:
10 OPEN #4;b" ;read on stream ‘4’
20 OPEN #5;"M”;1."BBC1” ;store on stream ‘5’
30 INPUT #4.A :fetch ‘number’
40 FORN=1TOA
50 INPUT #4:A% -fetch each data-item
60 PRINT #5:A% :send it to Microdrive buffer
70 NEXTN :
80 CLOSE #4 ;close the input stream
90 CLOSE #5 -create the Microdrive file

:and reclaim the channel



It is, of course, possible to have the BBC microcomputer send the name
of the file-to-be; and for the Spectrum to create such a file with the first
data-item in the file being the ‘length’ of the file.

Reading a Microdrive file:
The reverse operation might be (knowing that file “BBC1” has three
string data-items):

In the Spectrum enter:

10 OPEN #5:"M":1:"BBC1” :read on stream ‘5’
20 OPEN #4:"b” 'send on stream ‘4’
30 FORN=1TO3

40 INPUT #5:A% ‘fetch each data-item
50 PRINT #4:A% send each data-item
60 NEXTN

70 CLOSE #4

80 CLOSE #5

And, in the BBC microcomputer the following steps are suitable for
receiving data over the RS423 link.

10 *FX2,1 select RS423 input
20 *FX3,6 ;select ‘'no output’
30 "FX21,2 -initialise RS423 buffer
40 DIMAS$(2) ;there are three data-items
50 FORN=0TO2
60 INPUTR$ -use RY to collect the items
70 LETAS(N)=R$ ‘move items
80 NEXTN
90 *FX3,4 -select screen output
100 *FX2,0 ;select keyboard input

110 PRINT A$(0),A$(1),A8(2) ;the praof!
The above examples do show that it is indeed practical to use the

Microdrive to store files for access by ‘other’ computers communicating
with the Spectrum system via the RS232 link.

The final program:

If the user wishes to receive data byte-by-byte, rather than use INPUT,
then the following BBC microcomputer program might be useful.



10 FX2,1 — select RS423 input *FX 2,1
20 A% = 145

30 X% =1

40 R = USR (&FFF4) — get a single byte
50 R = ( R AND &00FF0000) / 65536

60 IF R <> 0 THEN PRINT CHR$(R);

70 GOTO 10 — back for the next byte

Notes:

Line 50 — this isolates the ASCIl value from the complex value
returned by the USR function.

Line 60 — the value held in R can be manipulated in this or any other
suitable manner.

This final program complements the BASIC program given in the
section ‘Extended use of the “T" system’; and can be used to handle
‘output’ sent over the Spectrum's RS232 link.



Chapter 6

Using Machine Code

Author’s note:

It is not intended that readers unfamiliar with Z80 machine code should
read this chapter in detail. There are already many books available that
teach machine code programming — including the author’s
‘Understanding Your Spectrum’ — and a good working knowledge of
machine code programming is essential if the reader wishes 1o write
his/her own routines.

It is also helpful to have to hand a machine code ‘editor’ program, or
‘assembler’; and the ‘SPDE’ program from Campbell Systems remains
the favourite of the author — it can be transferred to a Microdrive
cartridge with ease and is very ‘user friendly’. (Note that ‘'SPDE’ is only an
‘editor’ and ‘disassembler’; and is comparatively slow when compared to
full ‘assemblers’.)

Introduction:
This chapter is divided into two parts:

a. Using the Hook Codes
b. Adding new statements

as these two operations are totally distinct one from another.

a. Using the Hook Codes:

In the Spectrum system the Restart 0008h routine is used to handle
errors. These errors are numbered and in the standard Spectrum have
the range FFh to 1Ah. An error is handled by using a RST 0008h
instruction followed by a DEFB (defined byte) set to the required value.

For example:

GRE TRO0H s 32060 DEC
1000 ©F EXAM  RST GOUEH ;ERROR RESTART INSTRUCTION
70¢1 OB DEFE  ¢BH :GIVEE "NOMBERSE I BASICS

END



Which in BASIC would be:

POKE 32000,207:POKE 32001, 11:RANDOMISE USR 32000

A DEFB of a value outside the normal range still gives an error situation
but the report message is ‘rubbish’ as there are only appropriate
messages for the values in range.

In a Spectrum fitted with a ZX Interface 1 the ‘shadow’ ROM is paged-in
by the instruction-fetch operation on location 0008h, and in the program
of the ‘shadow’ ROM the value of the DEFB is considered further.

— DEFB’s in the range 00h-1Ah are passed back.

— DEFB's in the range 1Bh-32h are the ‘hook codes’.

— DEFPB’s in the range 33h-FEh give the ‘shadow’ error
report ‘Hook code error’.

— A DEFB that is FFh gives the ‘shadow’ error report
‘Program finished’ — that is a new feature.

The DEFB’s in the range 1Bh-32h allow the user to call various
subroutines in the ‘shadow’ ROM. That is, the use of — the instruction
RST 0008h and the DEFB ‘hook code’ — is equivalent to — call ‘shadow’
ROM subroutine xxxx —.

In all cases when this operation is used, the ‘shadow’ ROM is paged-in,
the subroutine executed, and the ‘shadow’ ROM paged-out. The user is
never left with the 'shadow’ ROM active.

The ‘hook codes’ 1Bh-32h will now be discuésed in turn; but first note:

No registers are preserved — so take care to save register-values, such
as counters, before using a hook code. Also: preserve H'L', the return
address to BASIC, when using the more complex hook subroutines.

During all I/0 transfers the maskable interrupt is ‘off’; and certain hook
subroutines ‘turn off’ this interrupt, whilst others require it ‘off’ before
being called.

Hook code 32h is reserved by Sinclair Research Ltd.

Hook code 31h ‘inserts’ the new system variables and should be used
whenever this is required (see below).

Hook code 1Bh — Console input:
This subroutine waits for a key to be pressed on the keyboard of the
Spectrum. Then, when akey is pressed, the character code is found and



returned in the A register. The maskable interrupt must be ‘on’.
Keystrokes that do not give character codes are ignored.

It can be used as follows:

GRE fEI0H 32000 DEC
MWoG 3E67 COMIN LD 4,024 sPRINT 70 UPPER PART OF T.V
702 Chbits LALL  180iH LAl SELECT (CHANBDFCH)
LG5 (6FF i ROFFH  :SET A COUNTER
7307 £5 ESCH ButH BC 1SRV COUNTER
7003 F RET  DOOBH  sCALL CONSOLE INPUT' TO
7005 1R BEFR LB +FETCA EADH CHRRACTER COBE
7004 01 FGF R sRESTGRE DOUNTER
7008 07 RST  00L0H  iBRINT CHARACTER
7000 1479 BINI  EACH (LO0P BACK
7HOE 9 RET +FIKISHED

ExD

In the above example the keyboard is read '255' times and the character
echoed to the screen.

HOOK CODE 1Ch — CONSOLE OUTPUT
This subroutine performs the same operations as — LD A,02h, CALL
-SELECT & RST 0010h, i.e. the character presently held in the A register

is printed using stream 2" — normally the upper part of the TV screen.:

Note that scrolling is suppressed. The previous example can be rewritten
as:

G FLGH 122000 DEC
IGO0 O&FF CON$BUT LT B, GFFH 18T &4 COUNTER
7802 05 EARCH  FiiSH Bl $SRVE COUKTER
7902 CF 851 0{0gH ;CALL TCONSDLE INRUT TG
7004 1B OEFR PBH 't FETCH EACK CHARACTER COLE
7005 TF RET GGG LA i EEﬁSELE BUTPHTT 70
Thas in BEFER 1CH +PRINT EACH CHARACTER
7067 01 Fip RE :FEQT?EE EjﬂlEm
I0GE 10FR G EACE L O0F BACK
7008 © FEY sFIMISHED

ENG



HOOK CODE 1Dh —RS232 INPUT:

This subroutine accepts bytes of data via the RS232 link. The ‘data
transfer rate’ is controlled by the value of BAUD; and the border colour by
the value in IOBORD.

It is best to clear SER_FL before collecting the first byte just in case a
‘late’ character is still held.

The example shows characters being received using this hook code.

Remember that SER_FL does not exist before ‘shadow’ system variable
insertion — use hook code 31h if required (see below)

GRS TOOH 32000 DEC
7000 &F RSEIN KR & <CLEAR A REGIGTER
031 320750 LD (SER#FLI & sCLEAR GERBFL
704 GEFF L3 ™ BEFY :SET A COUNTER
708 (3 EACH  PUSH BT 1 SAVE SOLNTER
7047 OF RST  GOORH :CALY *ESZ32 INPYT' D FETCH
7008 1D OEFE DM : THE THARACTERS
7849 OF RST 0008y USE TOONSOLE QUTPUT' T
7008 it BEFE  1CH :PRINT THE CHARACTERS
B8 Ot PP RC :RESTORE COUNTER
0 10FB BINI  EALH 1LO0F BACK
G0E L9 RET - CTNISHED

EHD

HOOK CODE 1Eh — RS232 OUTPUT:

This is the corresponding output subroutine. Again, BAUD determines
the ‘data transfer rate’ and IOBORD the border colour. As usual no data
byte will be sent unless DTR is holding a high signal.

The following example complements the example for RS232 input.

Rz TiHoH 32000 DEL

| ]
t
T
El

THO0 GAFF RE30UT LD H,OFFH SET 4 COUNHTER

78z &3 EACH  PUGH & s SAVE COUNTER

7003 34l LE A4l ;CHARALTER &7

T & HST iR :USE TRSZRZ QUTRUT® T4 GERD
Inéa 1E BEFR IEH 112537 A7h

7BO7 T FaF B tRESTORE COUNTER

1008 10FB Dill  EACH :L OGP BACK

JHOR CF Red s INIGHED

ND

1



The example sends a set of ‘255" bytes each of which is of value 41h.

HOOK CODE 1Fh — ZX PRINTER OUTPUT:
This subroutine is identical to ‘console output’ except for the use of

stream ‘3’ instead of stream ‘2’. The output normally therefore goestothe
ZX printer.

HOOK CODE 20h — KEYBOARD TEST:
This subroutine uses the following instructions to test tor a key
depression:

aF {1 sCLEAR THE A REBIGTER
DEFE i A, (OFEH) sREAD B +INES OF KEVEOARD
F&lF D IFH tKEEP LOWEE 5 DATA BITS
BalF GUE  IFH sNO-KEY=0

¢ ANY-KEY=T RIS
CAFF AR &, OFFH sNB-KEY='CARRY REGET’

TANY-KEY="CARRY GETT
EXE

The use of — RST 0008h & DEFB 20h — instead of the above five
instructions does not really offer any advantage.

HOOK CODE 21H — SELECT DRIVE
This is the first of thirteen hook codes that refer to the Microdrive.

The ‘Select drive’ subroutine starts the motor in a specified Microdrive
unit; with the Microdrive being numbered 1 — 8. Selecting drive ‘0’ turns
off all Microdrive unit motors. The subroutine returns with the maskable
interrupt turned ‘off’ if a drive molor is started.

This subroutine will lead to the generation of the report ‘Microdrive not
present’ if the operation cannot be performed correcily.

For example; Microdrive drive motor ‘1’ can be started by:

GRE  7DOOH 132000 BEC
D66 FEG]  SEL4DR LD i, GiH ;CONTROL MICRODRIVE 1’
7007 CF RST  0008H :CALL "SELECT DRIVE'
7003 2t GEFE 2iH
7004 FR £l ;ENARLE INTERRUFTS
7005 €9 RET s FINISHED

END

(The drive motor can be stopped from BASIC by creating any error
report; e.g. CAT & ENTER.)



HOOK CODE 22h — OPEN FILE:

This hook code allows the machine code programmer to create an ‘ad
hoc’ Microdrive channel; with the base address of the channel being
returned in the IX register pair.

The hook code is used as follows:;

— ensure the 'shadow’ system variables exist {if needed
using hook code 31H — see below)

— save the values of H'L'

— enter the drive number into D_STR1

— write a filename into suitable location(s)

— enter the descriptor of the filename into N._STR1; inthe
order i. low length, ii. high length, iii. low starting address,
and iv. high starting address

— call ‘Open file’

. restore H'L’ before returning to BASIC
The hook code can only be used to create a channel for a ‘data file’; and
performs actions similar to the OPEN command.

— IF the filename is a new and THEN the file is open for

‘writing’,
— ELSE the file is for ‘reading’ and the first record is found
- and loaded
And, once created the file can be manipulated as follows:

— Make Microdrive channel the current channel, i.e. use
PUSH IX, POP HL, LD (CURCHL), HL.

then either:

— write 10 a file using RST 0010h; with the characters in the
A register

— read from the file by using CALL 15E6 (INCH or INPUT-
AD).

Note that ‘writing’ the 513th, 1025th, . . . character will lead to a further
record being created; and similarly during ‘reading’ further records are
fetched as required.

An example of the use of ‘Open file’ is given in the discussion of ‘Close
file’ which follows.

HOOK CODE 23h — CLOSE FILE:

The actions of this subroutine are very similar to the effect of using
CLOSE; associated with a Microdrive ‘data file'. If the file, whose base
address is in the IX register pair, is open for ‘writing’ then any data as yet
‘unsent’ goes to form an ‘end of file’ record; and the channel is reclaimed.
But when the file is for ‘reading’, any data in its data area is lost; and the
channel is reclaimed.



The following example shows the creation of a channel for a file ‘a’ on
Microdrive ‘1. The file is then ‘written-to’ or ‘read-from’ before being

‘closed’.

13 }E"
™

E o 3

A L

| i

-t

oF RA1
3 DEFE
e FXY
ES PUSK
¥ EXIQ
JECE LD
328630 Lb
aEh] L0
JZFFTC Lo
ZiGiG0 L0
2204EE0 L
ZIFF7L i
22650 Lt
F

(3 FILE AT
22 OEFR
BOES PYISH
£t POF
225150 LD

ik FILE
01ER0E Li

£a Eatd  PUSH
+ WHEE “WRITING'

JE41 B

oy HET
$WHEN "REAGINGT

CDE6:G CaLL

LF R4

£ DEFR

DBES PUSH

Ei iy

ZZa1aC i fi

s CIRTINGE WITH

Ci FOF
(B BEC
78 [-5

(CHREHL )
A3 _? wi

=‘rti-‘é

(NRHE) , &
HL, 00014

(HASTRE ) HL

=i, WAE

OEfre s AN

ﬁﬁgﬁ?.£7$iJ;; L

HL
b

¥
it

Eﬁ?E E¥§TE” YARIAR

NGNEXTSTENT

f'lf1

:CALL "OPEN FIL

JAAKE RICRGDRIVE LHANMEL
s THE CURRENT CHANNEL

EITHER CREATED OR READ

s 5000 DED Enter only one of

- CORUE P following blocks of
EL t S"Q ;E LﬂﬂﬁTEﬂ code depending on
- ENTER 74F FOLID@IRD BYIER winitier you A
. . - vt e e ‘writing' or ‘reading’.
R4 HE cFILE WILL HOLD [
GaliR 12000 AT

- ERTER THE FOLLOWING ?TES
[HCH (FETLH A EH HFﬁE ER CiiE
QO08H (USE CEONROLE BUTRUT

{CUREHL Y HE

res

sMAKE MICH
t THE CURRED

IVE CHANNEL

anH
KT CHANNEL AGAlN

s FETCH COUNTER
:DECREASE COUNTER
sHRE COUNTER REACHED IERD?Y



Bl oR L

= IR N7, EACH {BACK. IF NOT TERD YETy
PE RET ColgH :CALL CLOBE FILES Value of relative
23 BEFE 23 | ot Al
YEa? i A, O7H tRESELECT T,V GOREEW  'reading.
FDO11A CALL  SELEET |
69 £X¥ sFETOH THE SAYED YALUES
£ PP KL 1OF HL
B9 £ix |
09 RET +FINTSHED

END

The reader should first use the above example to create a new file ‘a’ on
drive “1’; and then read the data back. The jump is ‘20 F6' when ‘writing’
and ‘20 EE’ when ‘reading'.

HOOK CODE 24h — DELETE FILE:

This subroutine can be used to ‘erase’ a named file from a Microdrive
cartridge. The parameters of the file have to be prepared in D_STR1 &
N_STR1. Both ‘program files’ and ‘data files’ can be ‘erased’ by this hook
subroutine. For example the file ‘a’ on drive "1’ can be ‘erased’ as follows:

(But keep a copy for later, by using for example MOVE “m”,1;“a” TO
£lm)_l;1 ;Elb?!)

ORE  700oM 132000 DEC
NGKE  EOu 7oFFRR tWILL HDLD A’
;ENTER 13 INSTRUCTION LINES OF COMMON - SEE CLOSE FILES
7DD OF DELETE RST  ¢008H :CALL *DELETE FILE®
7BIC 23 DEFR 23H
74D B Eif
TBLE E PP HL sRESTORE WL’
7D1F B9 371
029 €9 RET sFINISHED
END

HOOK CODE 25h — READ SEQUENTIAL:

This hook code allows the user to fetch the ‘next record’ of a nhamed ‘data
file’ into the data work space of its Microdrive channel.

On entry to the subroutine the IX register pair must hold the base address
of the Microdrive channel and the channel variable CHREC the number
of the ‘present record’. CHREC will always be incremented.

The following example shows the six records of the test file “a” being
fetched in order:



CRE FU00H ;32000 BEC

JOFF RAME,  EBH ICFFH (WILL HOLD 74
;ENTER 13 IROTRUCTION LINES OF COMHOR - 5E€ "CLOSE FILE
JDiE TOF READGE  HET (H3G8H (CALL TOPER FILES
7hit 22 DEFE  ZZH
701D CD407D  EACH  ThiL  RECEND :PRINT ToE REECRG-HUMBER
020 CF k5T GOGEH ;CALL "REAL SEBUENTIAL’
7B21 23 OEFE  25H
722 18F9 I EALH 1FOR EACH RECORD
fkh TD4OH 132044 DEC
; THE RECCRD-HURRER PRINTING SUBRGUTINE
Fn40 DO7p44 RECEND LD B {1E+44H) {COLLECY THE FRESERT RELCKLM
D43 Th3 ALD fi, 30H :FORM AGLIT
Jh4% CF RST GOGEH ;CALL PCORGOLE DUTPUT
M i DEFR iCH
ID47 BRES PUSH I 1RAKE MICRODRIVE CHANNED
7h4% £l ol HL ; CURREWNT AGAIN
Jb4f 225150 R {CURCEL ) (HL
704D CY RET :FINIGHED
END

The above example only produced the result “012345” but this does
show that the records have indeed been fetched — although not read.
Note how the example finishes at ‘end of file’.

HOOK CODE 26h — WRITE RECORD:

This hook code allows the user to create arecord. As usual the IX register
pair has to hold the base address of the Microdrive channel that
contains the data for the record. The record will be created in the next

free sector on the Microdrive tape.

For example:

NAME  EDU JErF :RILi HOLE A" - OR GTHER
;ENTER THE LINES OF THE "LiOGF FILE® EXANFLE - FIOR
s"WRITING™ BUT CHANGE LD BC,0BS8H 70 LD BC,0200H
;AND CF 23 CCLOBE FILE® 70 CF 26 CWRITE FILE’
;CHANEE THE NAME OF THE FILE IF GSING A CARTRIDAE THAT
:ALREADY HOLDG A FIiE *&°

END

ORE  7300M 132600 DEE

It is sensible to use ‘close file’ when writing the ‘end of file' record.



HOOK CODE 27h — READ RANDOM:
This subroutine is similar to ‘read sequential’ but the record fetched is the
CHREC-record.

HOQK CODE 28h —READ SECTOR:

This subroutine fetches the record from the sector specified by CHREC.
The carry flag will be returned reset if the checksum of the data is correct;
and set otherwise. The user has to select the Microdrive unit before
using this hook code (or the next two).

HOOK CODE 29h — READ NEXT:

This subroutine fetches the record from the ‘next’ sector that passes the
READ head of the Microdrive unit. The sector's number will be available
in HDNUMB. Again the carry flag is returned reset only if the checksum
on the data proves correct. Note that there is insufficient time between
sectors to ‘fetch’ and ‘move’ a whole record before the following header
block is reached; hence records for a named file are never in contiguous
sectors.

HOOK CODE 2Ah — WRITE SECTOR:
This subroutine performs the opposite action to ‘read sector’. The data

currently held in the data buffer is copied to the sector whose number is
specified by CHREC.

HOOK CODE 2Bh — CREATE BUFFER:

This subroutine should create a Microdrive channel (and a map area)
for the file specified by D_STR1 & N_STR1. However due to a
programming error this hook code has the same effect as ‘open file'.
(This may be corrected in later ‘shadow’ ROMSs).

The following example shows, however, how a Microdrive channel and
map area can be created.

LR DRG FLAGH 131672 DET
 CHARNEL BYTES

JCBG 08 GEFR OHH

JCBL 04 DEFE  UOH

FCBZ 0B LEFE  OfR

70A% & [EFB (i

7084 L1 DEFE  OLIH ;L0 I8 HT & BOH

785 DE LEFE (D8H s ("AD HOC® BUFFER!

FLRA 1 BErS {1H

7087 22 GEFE  2ZH
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7CAE 09 BEFE  O0H

joaF o6 BEFE  O0H
7CRG OO OEFR ({H
TOEY 08 oEFd OiH
TLEZ G JEFE GoH
7€83 & BEFE {0H
ICEE 09 DEFE GOH
7635 ¢ DEFE J0H
T0RA O BEFR {ddH
iCR7 00 DEFE Gk
JCRE 00 DEFE OOH
JCHD &0 DEFs QO
JCER OO pEFE (H
7CBR ¢ BEFER O
7CEL G0 BEFA  G0H
ICRD a0 HEFE ik
JCED 00 DEFB 0K
TLBF 04 BEFR 004
TCCO GO DEFE o0H
T021 FF nEFE {iFFH
JLE2 FF i3] OFFH +FF FF IS END OF BATA
181 OCK FREAHBLE
{IRE THOUH 1 320046 DEC
IBOG Z84F5C  START LD HL, (CHANG) sFIRST CREATE & MAP ARER
T3 ES PLSH HL 1SAVE BAGE ADGRESS
7E04 2B IEC HL
1005 812000 L BL,0G20H  +732° LOCATIONS
1808 CASS14 , CALL HAKTROOM  :CREATE THE HAP AREA
7D0E El il HL
7o0C £3 PLEH HL COPY BASE ADDRESS
ToOh AF X0R kB +MAP BiTS 70 BE ALL RESET
JBGE QA28 Lh B, 20H
TE1G 77 EACHEONE LD {HL}, A
7BL1 Z3 INC HL
012 1GFC BN EACHAONE
+ THE BASE ADDRESS OF THE NAP AREA IS ON THE MACHINE
;5TRCE, THE CHANNEL CAM NOW BE CREARTED.
THE4 285350 1§ Hi . (PROG! jBEFGRE PROG,
ini7 78 BEE HL
7018 £5 FlbH  HL
1019 ES FiiGH HL *TAKE TWO COPIES



Thia DRI POF I3 sONE FOR 1Y

TRIE G15367 LD BC,0Z53K  :LERSTH OF CHANREL

7BiF CD53i6 CALL  HAKEROOM  ;EREATE THE CHANNEL AREA
1022 21847C L BL,7CBGH  ;H0d COPY OVER THE

725 B Fap Ie .I%HHHtL RYTES BIVEN 4BOVE
7h246 14300 L BC,0043H 37477 OF THEH

/DZT £LB LBk

kil FIii IN CHEAF

7B2B £1 #op Hi. :FETCH THE ADBRESS
7020 BDTSiA Lb (TH+CHMAPY |
7a2F DO7418 LD (IXCHRAPSOIH) B
7B32 0% RET ,F;HE:}-}EB
END

HOOK CODE 2Ch - DELETE BUFFER:

This subroutine is most straightiorward. The channel (and its map)
whose base address is held in the IX register pair is reclaimed. All the
‘higher’ dynamic areas are thereby moved down by ‘627" bytes.

HOOK CODE 2Dh — OPEN NETWORK CHANNEL.:

This is the first of four hook codes for accessing subroutines that deal
with the local area network. The first subroutine creates a ‘B’ network
channel. The ‘destination’ station number is to be in D_STR1; and the
SELF station number in NTSTAT.

As usual the base address of the new channel is returned in the IX
register pair. Bytes of data can be sent or received using this channel —
with RST 0010h or CALL 15E6 — once the channel has been made
‘current’. (See example below.)

HOOK CODE 2Eh — CLOSE NETWORK CHANNEL.:

This subroutine can be used to close a network channel whose base
address is in the IX register pair. If the channel has been used for
‘sending’ then any ‘unsent’ data will be marked ‘end of file’ and ‘sent’; but
in a ‘receiving’ channel any unused data is discarded.

‘The following example shows data being ‘sent’” over the network using
machine code (from station ‘1, to station '27).

DR TDOGH L7000 DEC
7000 ZiD6SC  STRTEOUT LD HL,D4GTR
7063 3607 L8 (HLT, 24 : BESTINATION ' 7'
7005 OF RST  OGOAH +*GPEN RETHORK CHANNEL'
7006 20 GEFE 20H
7007 DOES pusH I HAKE THE HEM THAHNEL

7007 £ 0P HL +* CURRENT’



1804 225150 3 {CURCHLY 8L
:5ERE SOHE BYTES OF DBTH - FOH EXAMPLE:
Thon Gi34i7 HY, B, 1734H
70tg L5 FACERMMT FUSH  RC
Jhv: 74 LB &0
1512 b7 RETY PRINTAL
fita L Fr AT
iE14 GR QL L.
ipis 19 Y Aqir
T34 B R 3
ini7 2OF7 JR M, RACHHGLET
(HOW SIGNAL TERD 3. FILET
i Ir RGT HiGEH "f1G5F RETHORE CHANNE: T
7his 2t orFR ZEH
LK RET IGHED

1™
b
=

And, the data can be recei

ORG
7000 Z2iDA3E STARTIN LD
FHOS Ja07 L3
FL03 OF KET
7005 20 GEFR
tEACH BYTE IS
7307 DDES E4CA# 1N PLUSH
7009 £ PEp
D06 225150 1b
THen DUES F|i5H
F00F LDEalZ  TRY CALL
7417 I4FR IR
1014 FEZD iF
F21h 3BF7 aR
7018 ThE! PGP
ibia OF RGT
70iB 0 DEFR
00 LREY AF
E R

ved as follows (by station ‘1’, from station ‘2'):

ThGOH § 32000 BEC
HL, D$5TR1 :IRIZ IS
(HLT, 074
a04EH
204
RECETVER i

LN

[210]

T

& ¥ =
in '2

A
;TOPEK BETWOAK CHARHEL

iN TURN

j§ tHAKE CHANNEL °CURRENT

AL

{CHRCHL  HL

: : 3y I8 CORRUPTED BY THLRE
tWHEN LRING THE HETWORK

INCH TRY FETOHING & BYTE

NE, TRY +Balk IF GTRTION '2° 1§
;EGT LOOKING FOR 1

%A :*CONRDLE DUT™ DOES KOT

. TRY ! TKE TONTROL CORES

ik + 11 RETRIEVED AFTER INCH

JO0ORH 1" CONSOLE CUTRHT?

{TH
FACHEIN

The network channel can be reclaimed by using ‘close network channel’

in a finite situation.



Hook code 2Fh — Get packet:

This subroutine allows the user to fetch a particular SCOUT, HEADER &
‘data block’. The net channel variables NCIRIS, NCSELF & NCNUMB
have to have the necessary values. The subroutine will return carry-set if
time-out’ occurs or the checksums fail to be correct. As usual there is no
‘time-out’ when awaiting a broadcast.

Hook code 30h — Send packet:

This subroutine allows the user to send a SCOUT, HEADER and ‘data
block’. On entry the A register is to hold zero for an ordinary block of data;
and ‘1" for an ‘end of file’ block. Both this hook and the previous one will
cause NCNUMB to be advanced if they are successful.

Hook code 31h — Create system variables:

This is a ‘dummy’ hook code and can be used to ensure that the ‘shadow’
system variables are ‘inserted'. The following BASIC program shows this
hook code in use.

NEW & ENTER
10 PRINT “Before”
20 FOR A= 23734 TO 23791
30 PRINTPEEK A"

40 NEXTA

50 POKE 32000,207 — RST 0008h
60 POKE 32001,49 — ‘create system variables’
70 POKE 32002,201 — RET
80 RANDOMIZE USR 32000

90 PRINT"

100 PRINT “after”

110 FOR A=23734 TO 23791
120 PRINT PEEK A" :

130 NEXT A

RUN & ENTER

Remember the system variables are only inserted once and cannot,
thereafter, be removed. If needed SAVE the above program on cassette
(not Microdrive) and enter NEW before re-LOADiINng.

b. Adding New Statements

It is possible by using machine code to add new statements to the
Spectrum’s BASIC — when using a Spectrum fitted with a ZX
Interface 1. This is feasible as the user can change the address in the
‘shadow’ system variable VECTOR and thereby break into the BASIC



interpreter. The ‘rules’ governing the addition of new statements are
complicated but once understood some useful statements can be
produced.

The BASIC interpreter in the ‘main’ ROM:

In the first instance it will be useful to discuss how BASIC statements are
handled by the machine code program resident in the ‘main’ ROM of the
Spectrum.

There are three stages involved:

a. The user enters a ‘tentative’ BASIC line into the ‘edit buffer’. (This line
is displayed with tokens expanded in the lower part of the TV display.)
The BASIC line is made up of a set of BASIC statements — for
simplicity it is best to consider single-statement lines from now on in
the discussion.

b. The pressing of the ENTER key signals that the user wishes to have
the ‘tentative’ line considered for the correctness of its syntax. In
testing the syntax of a statement the BASIC interpreter first identifies
the ‘command’ of the statement (e.g. PRINT from a statement such as
10 PRINT 4+2). Next the ‘command routine' for that command is
executed — but only as far as is required for checking syntax.

IF the syntax of the statement is correct THEN the statement is
accepted; and goes to its correct place in the program area (assuming
a single-statement line starting with a line number). The ‘editor’ is
called for the next line to be entered.

ELSE a jump is made to the ‘error handling routine’ — using a RST
0008h instruction followed by a DEFB that shows the error type. This
will lead to the ‘editor’ being called again and the ‘tentative’ line
displayed with the ‘syntax error marker'.

¢. The third stage involves the ‘execution’ of a statement (the so-called
‘run-time’ operation).
In run-time the ‘command’ of a BASIC statement has again to be
identified. Next, the ‘command routine’ is found and executed.

IF the statement is executed without error THEN the next statement is
considered.

ELSE the ‘error handling routine’ will be called but this time a ‘run-
time' error report will be displayed in the lower part of the TV screen.

From the above discussion it follows that for a statement to be
‘acceptable’ and ‘executable’ there must be the necessary ‘syntax’ and



‘run-time’ parts of a ‘command routine’ for the command of the
statement.

The BASIC interpreter in the ‘'shadow’ ROM:

The machine code program in the ‘shadow’ ROM forms an extension to
the ‘main’ ROM program; and is called into use every time the ‘error
handling routine’ is entered.

The ‘shadow’ program allows for a ‘second thought' about the ‘error’ that
occurred in the ‘main’ program; and it is thereby possible to provide the
‘syntax & run-time’ command routines that handle the Microdrive, L ocal
area network and RS232 link.

In the ‘shadow’ ROM program there are routines to handle statements
that start with:

CAT, FORMAT, MOVE, ERASE, OPEN, SAVE, LOAD, VERIFY,
MERGE, CLS, & CLEAR

(CLOSE is handled separately as it has its own ‘paging’ address)

A simplified view of the path through the ‘shadow’ ROM program can be
considered to be:
« Inthe case of an error, identify the command of the statement.

e IF the command is not in the above list THEN return to the ‘main’ ROM
program via the address held in VECTOR.

« ELSE jump to the appropriate command routine — leaving it via
ST_END in syntax time, END1 in run-time, Restart ROMERR if giving
a ‘main’ error report and Restart SH_ERR if giving a ‘shadow’ error
report — in all cases a return is made to the ‘main’ ROM program.

THE SYNTAX OF NEW STATEMENTS:

When the user wishes to add a new statement to the BASIC of the
Spectrum it is necessary to define a statement which ‘fails’ the syntax of
both the ‘main’ and the ‘shadow’ ROM programs. Note that such a
statement cannot start with any of the eleven commands for which there
are command routines in the ‘shadow’ ROM program (see above).

There are a great many statements that could be defined, although the
author would suggest that the reader tries a variety of simple statements
before embarking on any complex statements.

The following list contains examples of suitable statements:

Using LINE — not normally a command but can be made
to be one.
e.g. 10 LINE — may draw a particular line.



Using DRAW — with a new set of parameters.

e.g. 10 DRAWn — may underline ‘'n’ characters.
Using CIRCLE — with a new set of parameters.
g.g. 10 CIRCLE n — may draw a circle of diameter 'n'.
Using BORDER — with a new set of parameters.

e.g. 10 BORDER *b,i,p — the separator ™' prevents any ‘main’ ROM
actions. The statement might change the
BORDER, INK & PAPER colours in a certain
manner.

The above are only suggestions. Remember it is possible to use
anything that ‘fails’ the existing syntax (& run-time) checking procedure.

USING THE ‘SHADOW’ SYSTEM VARIABLE — VECTOR:
The first point to be made about this system variable is that it normally
holds (after ‘insertion’) the value 01FOh (496 dec.). This is the 'shadow’
address known as ERR_6.
— This can be shown by entering:
CAT & ENTER (or anything else that ensures ‘insertion’)
PRINT PEEK 23735 +256"PEEK 23736

The actuallines from the ‘shadow’ ROM program thatuse VECTOR are:

ERR_Y LDHL, (VECTOR) fetchthe vectored address
JP (HL) ;this is normally ERR_6
ERR.E  .oc . ;allow existing error through

The ‘shadow’ system variable VECTOR normally holds the address
ERR_6 (01F0h) and this acts as a vectored address.

The first stage to adding new statements is the changing of the contents
of VECTOR so as to allow for further tests to be made on the error-
statement.

The following BASIC example shows the address held in VECTOR
changed; so that the routine EXTEND is included.

CAT & ENTER — ensure ‘insertion’

10 POKE 23735,0  — VECTOR s to hold 7D00h

20 POKE 23736,125 — (32000dec.)

30 POKE 32000,195 — These three numbers are

40 POKE 32001,240 — the EXTEND routine

50 POKE 320021 — only JP ERR_B

RUN & ENTER ;:and the Spectrum should not crash!



USING THE POINTER CH ADD:

CH_ADD (character address) is the ‘main’ system variable held in
locations 5C5Dh & 5C5Eh (23645/6 dec.); and it is used to address the
characters of a statement. On entry to the routine EXTEND the system
variable CH_ADD points to the command of the error-statement.

The two ‘main’ ROM routines — Restart 0018h, GET_CHAR and Restart
0020h, NEXT_CHAR — return to the user, in the A register, the current
character addressed by CH_ADD and the next character, respectively.
Both routines ignore space characters and control codes.

GET_CHAR and NEXT_CHAR are very useful routines as they provide a
suitable manner of manipulating CH_ADD.

THE CALBAS SUBROUTINE:

The CALBAS subroutine is located at ‘shadow’ address 0010h (16 dec.)
and can be called using the instructions RST 0010h. This subroutine
allows the user to call a ‘main’ ROM subroutine whilst the ‘shadow’ ROM
is ‘paged-in’.

The instruction RST 0010h has to be followed by the address of the
‘main’ subroutine required.

E.g. Tocall GET CHAR whilst the 'shadow’ ROM is in use:

o7 K57 LALRRS
1804 BEF¥  SETH4LHAR

Note that all registers are returned as normal from the ‘main’ subroutine.

SYNTAX & RUN-TIME MODULES: |

The command routine that is to be added to handle a ‘new statement’ has
to have two parts:

a. The syntax module

The steps involved in checking the syntax of a statement involves the
identification of:

the command

any necessary separators

numeric expressions

string expressions

variables

and finally:

= the end of the statement

which will be a ‘.’ or a ‘carriage return’



The subroutines that can be used to help in these steps will be discussed
in the examples that follow.

b. The run-time module
In this module the actual ‘work’ of the statement is performed and this will
depend on the statement being implemented.

Actual ‘new statements’:
A set of ‘new statements’ will now be discussed in detail:

LINE
A statement that ‘frames’ the current display mimicing the line:
PLOT 0,0: DRAW 255,0; DRAW 0,175: DRAW -255,0: DRAW 0,-175

The syntax module:

In the first instance the command has to be handled by:

» Fetch the command code — using GET_CHAR

» Compare the code to LINE (CAh/202 dec.)
IF the code fails to match THEN jump to ERR_6
ELSE proceed to the syntax module proper.

o Advance CH_ADD past the command — using NEXT_CHAR

o Callthe ST_END routine so as to confirm the end of the statement; and
‘accept’ the statement in syntax time.

In assembly language this is:

0RR  7HooH £32000 DEL
7000 17 SITEND RST  CALRAS
7061 1860 DEFW  BETHCHAR sFETCH THE COMNAND C0DE
703 FECA op LINE 115 17 LINET
7005 CAZ078 Ip 1, LINESSYH ;JUMP IF S0
7R0R CIFO0H I ERR¥4 sLET ERROR THROUEK
7020 GRE 7D2OM sLINE STATEMENT
tSYNTAY HODULE
7020 D7 LINESSYN RST CALBAS
7021 2600 DEFY  NXTHCHAR 2 A0VANCE CHEADS
7021 CDBTOS CALL  STHEND {ONF IRH END OF STATEMENT &

EXIT IN SYNTAY TIME
; TEMPORARY RUN-TIAL RODULE
7026 C3Ci03  LINCHAUN TF ENBY fEXIT ~ ND WORK DONE
ER



The reader is advised to enter the above twenty bytes of code, change
the value in VECTOR and try the statement —

LINE — before proceeding to consider the run-time module that follows.
The run-time module:

The LINE#RUN routine to produce a frame’ that goes around the edge
of the T.V. display is:

ORE  TD24H - 32038 DEC

7026 210600 LINEHRUN LD HL,80008 sHAKE LAST PLOTTED PASITION

7025 2700 LD (CODRDSI,HL 30,0

7020 GIFFO0 i BC, GOFFH |

7DIF 110101 (D DE, il

032 07 RET  CALEAS

7033 BAZ4 BEF  DRAKED (DRAH 2555

7035 G1G0AF LT 8L, OAF 0K

7038 110461 LD BE, IOl

7038 §7 RS CALRAS

TU3C BAZé BEFY  DRAWRI sBRAR 5,175

70T D1FFO0 (B BE,00FFH | |

7041 LLFFFF 13 DE,OFFFFH

7144 07 RET  CoLBAG

7045 BAZ4 BEFH DRAWET : DRAK ~755, 0

7D47 0100F LD BT, AFGOH |

7043 L1FFFF LD DE,OFFFFH

7040 §7 §57  CALBAB

704E BA24 DEFY  24BAH DRAH 0,-175

705G £IC105 I ENDI SEXIT IN RUN-TINE
£ND

In the above routine there are four calls to the DRAW 3 subroutine that
draws a line from the ‘current position’ to a position B_.C away. The DE
register pair holds SGN y and SGN x, respectively.

DRAW n

The second new statement to be discussed allows the user to underline a

specified number of characters. The statement m:mlcs the line:
PRINTOVER 1; ;

and ‘'n’ specifies the number of underlrne characters used. The range of

‘n’ will be from 1 to 255.




The syntax module:

The steps are:

o Fetch the command code — using GET_CHAR
Compare the code DRAW (FCh/252 dec.)
Proceed to the syntax module proper if the codes match.
Advance CH_ADD past the command — using NEXT_CHAR
Look for a ‘numeric expression’ — using EXPT_1NUM

(expect an expression which must prove to be numeric)
s Callthe ST_END routine so as to confirm the ending of the statement;
and ‘accept’ the statement in syntax time.

In assembly language this is:

7000 57 EYTENE RST
7901 180 DEFE

;FORN & GERB

TDO0H
CALHRE

BETHCHAR

BENTIRL “COMHAND SEARCH

JRO3 FECR CF LIKE
7065 CAZGFD iy I,LIKEEGYN

i
7008 FIFE LF LRrau
FU0R CAAU/D dF . DRAWELYHE

i
7000 C3Fail iF ERR#4

:HRAR B - SYNTRY BGhiHE PROPER
FhAd Bty Fha
TReG 07 LRAWBSYR RBT  CALBAS
Fhal 2600 GEFW  NITHCHAR
7061 B7 RET CALRBAR
Fhed 32iL feFg  EAFTHIRN
7Bk CDR705 CALL  STEEND
7B6% LICI0D  DRAWERUK JF EAD

END

132090 DEC

COHMRAND COIE

FOR LIKE

+ ADVANCE CH#ADD

tFIRD & NUNERIC
sFAPRESSION
tEXIT IN SYNTAX TIHE

:GYRTAL TiRE
TEMP RUN-TINE EXIT

Note that in syntax time a call to EXPT_1NUM only checks the syntax of
an expression and does not evaluate it. Also, CH_ADD is advanced to
the first code after the expression and the code is already in the A

register.



Again the reader might like to confirm that the syntax module functions
correctly before proceeding to consider the run-time module that follows.

The run-time module for DRAW n;

186 706%H 132405 DEC
7065 17 DRAWHRIN RET  CALEAS
TDEA FAE DEFd  FNDRINTY :H BOES INTD THE & REGISTER
s RANRE 0-755 ONLY
TD4E A7 T :TEST FOR ¥:0
706D 2005 hi NI, DRANHR] <JURP IF & i RANRE 1-755
TDEF FOZ6GO64 LD (IYFERRENR] OAH $BUT SIVE *INTERER OUT BF
7073 £F RST  RORERR TRANGE® IF =0
1DEA; FIRST HITH QUER 1
7074 47 DRAWRRT LT B, h :SAVE THE VALLE R
7075 3E15 LT &, OVER (OVER CONTROL CODE
077 17 ST CALRAS
7578 1006 DEFW  PRINTHAS tFRINT OVER
7074 3E01 LD A, O1H
7070 BT RST  CALBAS
7070 1600 DEFW  PRINTH#A! JHAKE 17 QVER i
sARD NN N UHDERLINE CHARACTERS
707F JESF ORAKER? LD i, BMDLINE
7081 &7 RST  CALBAS
7R 1000 DEFW  PRINTHAL {EACH UNDERLINE CHARACTER
784 10F9 DiNi DRO4ERZ N THRE
708A CIC14 3 END EXIT .

Note that in run-time a call to EXPT_INUM evaluates the numeric
expression and places the result on the calculator stack; from where it is
collected by FIND_INT1.

Also see how a ‘main’ error report is produced by loading the system

variable ERR_NR with the appropriate value and exiting via Restart
ROMERR.

CIRCLEn

The third new statement to be discussed allows the user to draw a circle
of diameter ‘n’ around the current position.

In BASIC this might be mimiced by:
10 LET X=PEEK 23677: LET Y=PEEK 23678
20 CIRCLE X,Y,n — user supplies n
30 POKE 23677,X: POKE 23678,Y

But ‘errors’ occuring whilst in CIRCLE n will be trapped!



The syntax moduie:

The steps are:
o Fetch the command code and compare it to CIRCLE
» Look for a ‘numeric expression’
Call the ST_END routine
In assembly language this is:

; ADD THE FOLLOWING LIWES T8 THE "COMHAND SEARCH®

FELR CF CIRCLE
CARUTE I I.LIRCHSYN ¢FOR CIRCLE W
:CIRCLE N - SYNTAL MOBULE PROFER
iRG TOR0H ;32144 DEC

ines 87 CIRCE5YN RST  CALBAS
91 2649 DEFE NATHCHAR 1 ADVANCE CHBADD
7893 07 RST CALBAS
094 BZIL DEFd  EXFTINUM (FIHG & KUMERIC EXPRESSIOR
7074 CORTHG CAlL  STSENE sEXIT IN BYRTGY TIRE

The run-time module:

This module is to include ‘error trapping’ handling — i.e. any error that
occurs will not result in the production of a report; instead the BASIC
interpreter will proceed to the next statement.

The assembly listing for the module is:

70994

TE9Y ZATEAL Rl , (LD0RDS

sy WL

TI9C E5 ;C0PY COORDS

7R3D ZA30SC LD HL, (ERRRSR)

740 E5 PUSH  HL :COFY ERR#SP

FDh1 EiL07D B HL, ER#ADD

7054 S PUSH  HL

7045 EB73IDSL {0 {ERR4SF1,5F  {SET UP THE ERROR HANDLER
7869 17 RET  CALBAS

TIAA FALE DEFE  FINDINTI EETCH N

TDAL £5 PUSH  AF :SAYE DN STACK

LA 3ATOSC LD A, {CDORDS) +FETCH CURRENT § POSITION
7084 D7 AST  CALRAS

70Bi 2820 DEFW  STACKEA 10N TD CALTULATOR STACK
70B3 A7ESD L0 A, (COORDS+OIR]

7iR6 07 RET  [ALRAS



TOBT ZHIG TEFY STACE®A GARE WITH ¥ FOSITION
iDRT F Fur Ak tRETRIEVE M
7BES BT RGT CALBAS
TBER 787D DEFW STACEEA shTALK 1T ALSE
10N CALCULATOR STACK ARE ¥ POSITION, Y POSITION
:AND THE RADIUS N, THE CIRCLE LAM NOW BE DROWN
DED D7 R3T CALRAS
THBE 2073 DEFE  CIRLLEM! ;RO THE CERTLE
JhCE £1 BOF HL :GHF £RRESF
7BCL Ed FOF AL s REGTORE ERR&SF
IDLZE 223550 L {ERA#SPI KL sCORREL LY
it &l FOP HL
Tble ZZTHEC LD (EGORDS) LHL sRESTORE COOREE
JBCy D3CI8E P ZHi! sEXIT IF SUCCESSFIL
:0THERMIZE LZE THE CRRDR HANILER
(NOTE HAIN ADM WILL BE 1IN USE
7OCC GRE 70EC 32284 DEC
7BCC £1 EEgpOL POF AL
70ED EEELEE Li (ERRESF; HL :RESTORE ORIGINAL SDDAESS
7508 -Ei POF HL
7001 22705C Lo OIRDA! AL :RESTOAE COGRES
7004 Fa.'.-.;-i*arr L {[Y+ERRENR] , &*’vﬁ ERROA AFTER 4LL
7008 ¢9 REl (EXIT RITH B RET ORLY &5
s MEINS ROE IN dit
Note the steps invealved in ‘trapping errors’.
Before:
e the current error address (ERR_SP) is saved
e a new error address is put on the machine stack
» ERR_SP is set to point to the address
After:
» the original address for ERR_SP is retrieved
» the ‘error’ is cancelled by setting ERR_NR to FFh.
BORDER *b,i,p
The fourth new statement to be discussed allows the user to change the
TV display to:
a BORDER colour b’

an INK colour i’
a PAPER colour 'p’
These colours will be ‘permanent’. In addition the attribute bytes of the
screen will hold the new PAPER colour. In BASIC this would be like:
BORDER b: INK i: PAPER p: CLS
but the current picture will not be removed as with CLS and the ‘current
print position’ will remain unaltered.



The syntax module:

The steps are:

Fetch the command code and compare it to BORDER
Confirm the presence of the separator

Look for three numeric expressions separated by commas
Call the ST_END routine

In assembly language this is:

: ABL THE FOLLOWING LINES TO FHE "COWBAND SEARCHT

FEET *y BORBEH
CAEDTD JP I, BORGEOYN +FOR BORDER B.I.P
sDORDER 25.1.P - SYNTAX MODULE PROFER
RE TOEGH 132224 BED
7BED §7 BORDESYN RST  CalRAS
JBEL 2000 BEFW  RYTRCHAR :ADVARCE CH#ADD
TOES FEZA e Y ::5 THE SEPARATOR PRESENT?
FOES 2004 3R NI, BORDAERR UM IF MISSING
Joed b7 RS1 CALERS
TBEG 2000 Oerd NYTREHAR P AOVENCE CHEAGD
Taks B7 RET CALBAS
70EE 8210 DEFY  EZPTINUM $THIS 15 "W
7HED FEZC CP COEMA s LOGK FGR SEPARATOR
ToeF 7807 3R I BORD#S]
TF1 E7 BOROSERE RGT CHEERR
TOFZ 00 DEFE  OH ; "NONSENSE [N BAGIC
TOFT B RORDRST RST CALBAS
ToFd Z000 BEFd i THCHAR 1ADVARCE CH#ADD
7hFE B Ral LALBAS
FDF7 B21C DEFd EXPT LI (THIZ 15 7
7OF9 FEZL oF M 100K FOR SEPARATOR
TOFR 20F4 3R i1, BORDEERR s BACK IF MISSING
JOFD §7 RET CHLEAE
FOFE 2000 BEFW  mITHCHAR s ADVAKCE CH#ADD
R4 BT RET CALBAS
JEGT B21C DEFR  EAPTINUN 1 THIS 18 °F°
JEG3 CBR7OS CALL STHENE 1EXIT IN SYNTAL TIEEC
END

Note how the three numeric expressions are fetched in turn by using
EXPT_1NUM and that the separators between expressions must be



‘commas’. BORD_ERR uses the Restart SH_ERR routine to signal an
error that in run-time would be indicated by the error report ‘Nonsense in

BASIC’.

The run-time module:
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JE3R J28B5C b (RTTREFI,A :RESTHRE THE YALUE IN

3 LD (ATTRET) .4 :R0TH LOCATIONS
:HO8 CONSIDER B
TEIE D7 RST  [ALBAS 1 THE BORDER COMMAND
TEIF 9422 DEFK  BORDER © JRBUTINE CAN BE USED 10
s ATVANTABE HERE
7E41 $3L105 I ENEI £ INI5HED
EXD

Note that if the separator ™’ is omitted from the syntax requirements of
the BORDER *b,i,p statement then b can be left to be handled by the
‘main’ BASIC interpreter - but the syntax module must consider all parts
of the statement even if a part is ignored by the run-time module.

CONCLUSION:
The four examples of ‘new statements’ for the Spectrum system are only
meant to introduce the subject. It is hoped that the reader is now ready to
try adding his/her own statements. Ideally the machine code
programmer should have to hand copies of:

‘Understanding Your Spectrum’ by Dr lan Logan

‘The Complete Spectrum ROM Disassembly’ by Dr lan

Logan & Dr Frank O'Hara

‘BASIC programming’ by Steven Vickers

(the handbook for the ZX Spectrum)

‘ZX Interface 1 & ZX Microdrive’

(the handbook for these products)
and a good supply of time.
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your comments on our product.

How would you rate this book?
Excellent [} Value for money
Good [] Priced right
Poor [(] Overpriced

Please tell us what software you would like to see produced for your
SPECTRUM.

Name

Address

Ao
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Sinclair Research has added yet another
spectacular dimension to the capabilities
of the Spectrum micro — The Spectrum
microdrive.

In this book, Dr. lan Logan, the leading
authority on Sinclair computers, gives a
detailed explanation of this high speed
memory storage system.

How it works, its capacity for BASIC and
Machine Language, and the educational
and business possibilities are all
thoroughly detailed.

Many sample programs are included
to give a practical demonstration of the
unit’'s versatility.

Also included in this book is a full
discussion of the ZX Interface 1, which as
well as allowing the operation of the
Microdrives, enables Spectrum owners to
link with other Spectrum owners through
the networking facility, or to link with other
computers, printers, or data bases
through the RS232 interface.

One of the most exciting features of the
ZX Interface 1 is the ability it gives the
experienced programmer to add new
commands to the Spectrum’s BASIC!
A full discussion of how to do this, with
detailed examples, concludes the book.

Anyone who wants to expand the
capabilities of the Spectrum micro beyond
its present limits must read this book.

Melbourne House Publishers
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